**\* What is Concurrency?**

Concurrency is the ability of a computer program to execute multiple tasks simultaneously. Each task is executed by a separate ***thread*** hence the terms ***multi-threaded*** program or ***multi-tasking*** program. Most computer programs are capable of multi-tasking. Here are some examples:

* A web browser (Chrome, IE, Firefox…) can load multiple websites at the same time. It allows you to scroll through a web page while playing a video in another page, and downloading some files in the background.
* A screen recorder program (e.g. CamStudio) is capturing screenshots (for generating video) while recording your voice from the microphone.
* A music player is playing a song while rendering compelling visualization effects on screen.
* An IDE (NetBeans, Eclipse…) allows you to write code while it is checking the syntax and compiling the project.

Multi-threaded programs are also called concurrent programs. Developing concurrent programs is more complex and requires more efforts than creating single-threaded ones.

And concurrent programming contains a set of techniques that helps programmers build concurrent programs easily with less effort.

**\* How Concurrency Works?**

At the operating system level, a program is a ***process*** or a group of processes. A process contains one or more threads. Each process has its own memory space and resources which are shared among threads.

Concurrency can be achieved by sharing CPU’s process time among threads using a mechanism called time slicing or interleaving. That means the CPU executes thread #1 a little bit, then execute thread #2 a little bit, then execute thread #3 a little bit, … then it returns to execute thread #1, and thread #2,… and so on. The order of execution among threads is undetermined, but it’s certainly that all threads will have CPU time. Therefore, the execution of threads is not sequential, but interleaved. And because the CPU runs extremely fast (billions of operations in a second) so it’s likely that all threads are running simultaneously.

With the time slicing mechanism, multi-threading is possible even on CPUs with single core.

**\* Advantages and Challenges of Concurrency:**

Concurrency makes software programs more efficient and robust. Here are the main advantages of concurrency:

* Increase performance and productivity as a concurrent program can complete more tasks in the same time as compared to single-threaded program.
* Allow concurrent programs to have high responsiveness, especially for those needs to deal with heavy input/output and user’s interactions on graphical user interface (GUI).
* Lead to more appropriate program structure in concurrent programming, as many problems can be solved by using concurrent threads.

However, concurrency also faces the following challenges:

* How to ensure data consistency as multiple threads can read and write shared data concurrently.
* How to avoid deadlock, livelock and starvation.

Concurrent programming needs to deal with these challenges properly so developing multi-threaded programs is not easy, but it’s certainly worth it.

**\* How Java Supports Concurrent Programming?**

The Java programming language supports for concurrent programming from the ground up. The Java Virtual Machine (JVM) is a single process running on the host operating system, and all Java programs are always started by one thread - the main thread. From this thread you can create other threads for your program. Java also allows you to create new processes.

The **Thread**class represents a unit of execution and the **Runnable** interface represents a task that can be executed by a thread. The **Object** class implements the wait() method that causes the current thread to wait until another thread invokes notify() or notifyAll() methods on an object.

The **synchronized** keyword can be used to safeguard a variable or a code block which is accessed by multiple threads in order to prevent thread interference and memory consistency errors. It is called ***synchronization***.

So Thread, Runnable, Object and synchronized are the fundamental elements of the low-level multi-threading API which is adequate for every basic tasks. And based on these elements, a high-level API is built for more advanced tasks. This API is implemented in the java.util.concurrent package, hence the ***Concurrency API*.**

Java also provides concurrent data structures in the Java Collections framework such as BlockingQueue, ConcurrentMap, etc.

And the fork/join framework is designed to help you take advantages of multiple processors by breaking a work into smaller pieces recursively.

**\* How to create a thread:**

There are two ways for creating a thread in Java: by extending the Thread class; and by implementing the Runnable interface. Both are in the java.lang package so you don’t have to use import statement.

Then you put the code that needs to be executed in a separate thread inside the run() method which is overridden from the Thread/Runnable. And invoke the start() method on a Thread object to put the thread into running status (alive).

The following class, ThreadExample1, demonstrates the first way:

public class ThreadExample1 extends Thread {

      public void run() {

            System.out.println("My name is: " + getName());

      }

      public static void main(String[] args) {

            ThreadExample1 t1 = new ThreadExample1();

            t1.start();

            System.out.println("My name is: " + Thread.currentThread().getName());

      }

}

Let me explain to you how this code is working. You see that the ThreadExample1 class extends the Thread class and overrides the run() method. Inside the run() method, it simply prints a message that includes the name of the thread, which is returned from the getName() method of the Thread class.

And now let’s see the main() method that is invoked when the program starts. It creates an instance of the ThreadExample1 class and call its start() method to put the thread into running state. And the last line prints a message that includes the name of the main thread - as I told you before - every Java program is started from a thread called main. The static method currentThread() returns the Thread object associated with the current thread.

Run this program and you will see the output as follows:

My name is: Thread-0

My name is: main

You see, there are actually 2 threads:

- Thread-0: is the name of the thread we created.

- main: is the name of the main thread that starts the Java program.

The thread Thread-0 terminates as soon as its run() method runs to complete, and the thread main terminates after the main() method completes its execution.

One interesting point is that, if you run this program again for several times, you will see sometimes the thread Thread-0 runs first, sometimes the thread main runs first. This can be recognized by the order of thread names in the output changes randomly. That means there’s no guarantee of which thread runs first as they are both started concurrently. You should bear in mind this behavior with regard to multi-threading context.

Now, let’s see the second way that uses the Runnable interface. In the code below, the ThreadExample2 class implements the Runnable interface and override the run() method:

public class ThreadExample2 implements Runnable {

      public void run() {

            System.out.println("My name is: " + Thread.currentThread().getName());

      }

      public static void main(String[] args) {

            Runnable task = new ThreadExample2();

            Thread t2 = new Thread(task);

            t2.start();

            System.out.println("My name is: " + Thread.currentThread().getName());

      }

}

As you can see, there’s a small difference as compared to the previous program: An object of type Runnable (the ThreadExample2 class) is created and passed to the constructor of a Thread object (t2). The Runnable object can be viewed as a task which is separated from the thread that executes the task.

The two programs behave the same. So what are the pros and cons of these two ways of creating a thread?

Here’s the answer:

- Extending the Thread class can be used for simple cases. It cannot be used if your class needs to extend another class because Java doesn’t allow multiple inheritances of class.

- Implementing the Runnable interface is more flexible as Java allows a class can both extend another class and implement one or more interfaces.

And remember that the thread terminates after its run() method returns. It is put into dead state and cannot be able to start again. You can never restart a dead thread.

You can also set name for a thread either via constructor of the Thread class or via the setter method setName(). For example:

Thread t1 = new Thread("First Thread");

Thread t2 = new Thread();

t2.setName("Second Thread");

**\* How to pause a thread:**

You can make the currently running thread pauses its execution by invoking the static method sleep(milliseconds) of the Thread class. Then the current thread is put into sleeping state. Here’s how to pause the current thread:

try {

      Thread.sleep(2000);

} catch (InterruptedException ex) {

      // code to resume or terminate...

}

This code pauses the current thread for about 2 seconds (or 2000 milliseconds). After that amount of time, the thread returns to continue running normally.

InterruptedException is a checked exception so you must handle it. This exception is thrown when the thread is interrupted by another thread.

Let’s see a full example. The following NumberPrint program is updated to print 5 numbers, each after every 2 seconds:

public class NumberPrint implements Runnable {

      public void run() {

            for (int i = 1; i <= 5; i++) {

                  System.out.println(i);

                  try {

                        Thread.sleep(2000);

                  } catch (InterruptedException ex) {

                        System.out.println("I'm interrupted");

                  }

            }

      }

      public static void main(String[] args) {

            Runnable task = new NumberPrint();

            Thread thread = new Thread(task);

            thread.start();

      }

}

Note that you can’t pause a thread from another thread. Only the thread itself can pause its execution. And there’s no guarantee that the thread always sleep exactly for the specified time because it can be interrupted by another thread, which is described in the next section.

**\* How to interrupt a thread:**

Interrupting a thread can be used to stop or resume the execution of that thread from another thread. For example, the following statement interrupts the thread t1 from the current thread:

t1.interrupt();

If t1 is sleeping, then calling interrupt() on t1 will cause the InterruptedException to be thrown. And whether the thread should stop or resume depending on the handling code in the catch block.

In the following code example, the thread t1 prints a message after every 2 seconds, and the main thread interrupts t1 after 5 seconds:

public class ThreadInterruptExample implements Runnable {

      public void run() {

            for (int i = 1; i <= 10; i++) {

                  System.out.println("This is message #" + i);

                  try {

                        Thread.sleep(2000);

                        continue;

                  } catch (InterruptedException ex) {

                        System.out.println("I'm resumed");

                  }

            }

      }

      public static void main(String[] args) {

            Thread t1 = new Thread(new ThreadInterruptExample());

            t1.start();

            try {

                  Thread.sleep(5000);

                  t1.interrupt();

            } catch (InterruptedException ex) {

                  // do nothing

            }

      }

}

As you can see in the catch block in the run() method, it continues the for loop when the thread is interrupted:

try {

      Thread.sleep(2000);

} catch (InterruptedException ex) {

      System.out.println("I'm resumed");

      continue;

}

That means the thread resumes running while it is sleeping.

To stop the thread, just change the code in the catch block to return from the run() method like this:

try {

      Thread.sleep(2000);

} catch (InterruptedException ex) {

      System.out.println("I'm about to stop");

      return;

}

You see, the return statement causes the run() method to return which means the thread terminates and goes to dead state.

What if a thread doesn’t sleep (no handling for InterruptedException)?

In such case, you need to check the interrupt status of the current thread using either of the following methods of the Thread class:

- interrupted(): this static method returns true if the current thread has been interrupted, or false otherwise. Note that this method clears the interrupt status, meaning that if it returns true, then the interrupt status is set to false.

- isInterrupted(): this non-static method checks the interrupt status of the current thread and it doesn’t clear the interrupt status.

The ThreadInterruptExample above can be modified to use the checking method as below:

public class ThreadInterruptExample implements Runnable {

      public void run() {

            for (int i = 1; i <= 10; i++) {

                  System.out.println("This is message #" + i);

                  if (Thread.interrupted()) {

                        System.out.println("I'm about to stop");

                        return;

                  }

            }

      }

      public static void main(String[] args) {

            Thread t1 = new Thread(new ThreadInterruptExample());

            t1.start();

            try {

                  Thread.sleep(5000);

                  t1.interrupt();

            } catch (InterruptedException ex) {

                  // do nothing

            }

      }

}

However this version doesn’t behave the same as the previous one because the thread t1 terminates very quickly as it doesn’t sleep and the print statements are executed very fast. So this example is just to show you how it is used. In practice, this kind of checking on interrupt status should be applied for long-running operations such as IO, network, database, etc.

And remember that when the InterruptedException is thrown, the interrupt status is cleared.

If you look at the Thread class in Javadocs, you will see there are 4 methods:

destroy() - stop() - suspend() - resume()

However all these methods are deprecated, meaning that you shouldn’t use them. Let use the interruption mechanism I have described so far.

**\* How to make a thread waits other threads?**

This is called joining and is useful in case you want the current thread to wait for other threads to complete. After that the current thread continues running. For example:

                t1.join();

This statement causes the current thread to wait for the thread t1 to complete before it continues. In the following program, the current thread (main) waits for the thread t1 to complete:

public class ThreadJoinExample implements Runnable {

      public void run() {

            for (int i = 1; i <= 10; i++) {

                  System.out.println("This is message #" + i);

                  try {

                        Thread.sleep(2000);

                  } catch (InterruptedException ex) {

                        System.out.println("I'm about to stop");

                        return;

                  }

            }

      }

      public static void main(String[] args) {

            Thread t1 = new Thread(new ThreadJoinExample());

            t1.start();

            try {

                  t1.join();

            } catch (InterruptedException ex) {

                  // do nothing

            }

            System.out.println("I'm " + Thread.currentThread().getName());

      }

}

In this program, the current thread (main) always terminates after the thread t1 completes. Hence you see the message “I’m main” is always printed last:

This is message #1

This is message #2

This is message #3

This is message #4

This is message #5

This is message #6

This is message #7

This is message #8

This is message #9

This is message #10

I'm main

Note that the join() method throws InterruptedException if the current thread is interrupted, so you need to catch it.

There are 2 overloads of join() method:

- join(milliseconds)

- join(milliseconds,  nanoseconds)

These methods cause the current thread to wait at most for the specified time. That means if the time expires and the joined thread has not completed, the current thread continues running normally.

You can also join multiple threads with the current thread, for example:

t1.join();

t2.join();

t3.join();

In this case, the current thread has to wait for all three threads t1, t2 and t3 completes before it can resume running.

 Understanding Synchronization - The Problems of Unsynchronized Code

In a multi-threaded application, several threads can access the same data concurrently, which may leave the data in inconsistent state (corrupted or inaccurate). Let’s find out how multi-thread access can be a source of problems by going through an example that demonstrates the processing of transactions in a bank.

We have a class that represents an account in the bank as follows:

public class Account {

      private int balance = 0;

      public Account(int balance) {

            this.balance = balance;

      }

      public void withdraw(int amount) {

            this.balance -= amount;

      }

      public void deposit(int amount) {

            this.balance += amount;

      }

      public int getBalance() {

            return this.balance;

      }

}

The balance of an account can be changed frequently due to the transactions of deposit and withdrawal.

The following code represents a bank that manages some accounts:

public class Bank {

      public static final int MAX\_ACCOUNT = 10;

      public static final int MAX\_AMOUNT = 10;

      public static final int INITIAL\_BALANCE = 100;

      private Account[] accounts = new Account[MAX\_ACCOUNT];

      public Bank() {

            for (int i = 0; i < accounts.length; i++) {

                  accounts[i] = new Account(INITIAL\_BALANCE);

            }

      }

      public void transfer(int from, int to, int amount) {

            if (amount <= accounts[from].getBalance()) {

                  accounts[from].withdraw(amount);

                  accounts[to].deposit(amount);

                  String message = "%s transfered %d from %s to %s. Total balance: %d\n";

                  String threadName = Thread.currentThread().getName();

                  System.out.printf(message, threadName, amount, from, to, getTotalBalance());

            }

      }

      public int getTotalBalance() {

            int total = 0;

            for (int i = 0; i < accounts.length; i++) {

                  total += accounts[i].getBalance();

            }

            return total;

      }

}

As you can see, this bank consists of 10 accounts for each is initialized with a balance amount of 100. So the total balance of these 10 accounts is 10 x 100 = 1000.

The transfer() method withdraws a specified amount from an account and deposit that amount to the target account. The transfer will be processed if and only if the source account has enough balance. And after the transfer has been done, a log message is printed to let us know the transaction details.

The getTotalBalance() method returns the total amount of all accounts, which must be always 1000. We check this number after every transaction to make sure that the program runs correctly.

As the bank allows many transactions to happen at the same time, the following class represents a transaction:

public class Transaction implements Runnable {

      private Bank bank;

      private int fromAccount;

      public Transaction(Bank bank, int fromAccount) {

            this.bank = bank;

            this.fromAccount = fromAccount;

      }

      public void run() {

            while (true) {

                  int toAccount = (int) (Math.random() \* Bank.MAX\_ACCOUNT);

                  if (toAccount == fromAccount) continue;

                  int amount = (int) (Math.random() \* Bank.MAX\_AMOUNT);

                  if (amount == 0) continue;

                  bank.transfer(fromAccount, toAccount, amount);

                  try {

                        Thread.sleep(50);

                  } catch (InterruptedException e) {

                        e.printStackTrace();

                  }

            }

      }

}

As you can see, this Transaction class implements the Runnable interface so the code in its run() method can be executed by a separate thread.

The source account is passed from the constructor and the target account is chosen randomly, and both source and target cannot be the same. Also the amount to be transferred is chosen randomly but always less than 10. After the transaction has been done, the current thread goes to sleep for a very short time (50 milliseconds), and then it continues doing the same steps repeatedly until the thread is terminated.

And here’s the test program:

public class TransactionTest {

      public static void main(String[] args) {

            Bank bank = new Bank();

            for (int i = 0; i < Bank.MAX\_ACCOUNT; i++) {

                  Thread t = new Thread(new Transaction(bank, i));

                  t.start();

            }

      }

}

As you can see, a Bank instance is created and shared among the threads that perform the transactions. For each account, a new thread is created to transfer money from that account to other randomly chosen accounts. That means there are total 10 threads sharing one instance of Bank class. These threads will run forever until the program is terminated by pressing Ctrl + C.

**Remember this rule:** No matter how many transactions are processed, the total balance of all accounts must remain unchanged. In other words, the program must consistently report this number as 1000.

Now, let’s compile and run the TransactionTest program and observe the output. Initially you should see some output like this:
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The total balance is reported as 1000 consistently.

But wait! Let the program continues running longer, you quickly see a problem happens:
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Ouch! Somehow the total balance is getting changed. It doesn’t remain at 1000 anymore. It’s getting smaller and smaller over time. Why did this happen?

There must be something wrong with the program. Let’s analyze the code to find out why.

Look at the Transaction class, you see multiple threads execute the transfer() method of the shared instance of the Bank class:

bank.transfer(fromAccount, toAccount, amount);

This method is implemented as follows:

public void transfer(int from, int to, int amount) {

      if (amount <= accounts[from].getBalance()) {

            accounts[from].withdraw(amount);

            accounts[to].deposit(amount);

            // code to print the log message…

      }

}

Suppose that the account #1 has balance of 5 after some transactions. The thread #1 is executing the if statement to verify that account has sufficient fund to transfer and amount of 3. Since the account’s balance is 5, the thread #1 enters the body of the if block.

But just before the thread #1 executes the statement to withdraw:

accounts[from].withdraw(amount);

another thread (say thread #2) has performed a transaction that withdraws an amount of 4 from the account #1. Now the thread #1 executes the withdraw operation and at this time the balance is 5 - 4 = 1, which is no longer seen as 5 by the thread #1. Hence the balance of account #1 is now 1 - 3 = -2. The balance is negative, so that’s why when the program calculates the total balance again, it gets decreased!

If you keep running the program longer and longer, you will see the total balance can get smaller and smaller:
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That means the shared data may get corrupted when it is updated by multiple threads concurrently.

A similar problem can happen with the deposit operation. Suppose that the thread #3 is about to add an amount of 8 to the account #3. Before adding, the thread #3 sees the balance of this account is 10. But just before the thread #3 updates the balance, another thread (say thread #4) performs a withdrawal of an amount of 5 on this account, so its balance is 10 - 5 = 5.

In the mean time, the thread #3 still sees the balance is 10 so it adds 8 to 10 which results the balance of the account #3 is 18. But an amount of 5 has been added to another account, which means the total balance gets increased by 5. That’s why you may also see that the total balance gets increased over time when the program keeps running.

Let run the test program several times and observe the output yourself. The output is unpredicted: sometimes you see the total balance gets increased, sometimes it gets decreased, and sometimes it goes up and goes down, whatever!

Also try to change the sleep time in the Transaction class. The longer time, the total balance gets changed slower. And the shorter time, the total balance gets changed faster.

So what should we do to fix this problem?

We need a mechanism that is able to guarantee that code in the transfer() method is executed by only one thread at a time. In other words, we need to synchronize access to shared data.

Using Lock and Condition Objects

So you see the problem with the bank transaction example described in the previous email. We need to protect the shared data which may get corrupted due to concurrent updates by multiple threads. Now, let’s see what solution Java provides to serialize access to the transfer() method of the Bank class.

**\* Using Lock with ReentrantLock Object**

The Java Concurrency API provides a synchronization mechanism that involves in locking/unlocking on a lock object like this:

class Clazz {

      private Lock lock = new ReentrantLock();

      public void method() {

            lock.lock();      // 1

            try {

                  // 2: code needs to be protected

            } finally {

                  lock.unlock();    // 3

            }

      }

}

Let me explain how this mechanism works. When a thread enters line 1, it attempts to acquire the lock object and if the lock is not held by another thread, the current thread gets exclusive ownership on the lock object. If the lock is currently held by another thread, then the current thread blocks and waits until the lock is released.

Once the current thread successfully acquires the lock, it executes the code in the try block without worrying about intervention of other threads. Finally the thread releases the lock and exits the method (line 3). After that, chance to acquire the lock is given to other threads. At any time, only one thread owns the lock and can execute the protected code. Other threads block and wait until the lock becomes available.

The unlock statement is placed inside the finally block in order to ensure that the thread eventually relinquishes the lock in case of an exception thrown.

Hence we update the Bank class as shown below:

import java.util.concurrent.locks.\*;

public class Bank {

      public static final int MAX\_ACCOUNT = 10;

      public static final int MAX\_AMOUNT = 10;

      public static final int INITIAL\_BALANCE = 100;

      private Account[] accounts = new Account[MAX\_ACCOUNT];

      private Lock bankLock;

      public Bank() {

            for (int i = 0; i < accounts.length; i++) {

                  accounts[i] = new Account(INITIAL\_BALANCE);

            }

            bankLock = new ReentrantLock();

      }

      public void transfer(int from, int to, int amount) {

            bankLock.lock();

            try {

                  if (amount <= accounts[from].getBalance()) {

                        accounts[from].withdraw(amount);

                        accounts[to].deposit(amount);

                        String message = "%s transfered %d from %s to %s. Total balance: %d\n";

                        String threadName = Thread.currentThread().getName();

                        System.out.printf(message, threadName, amount, from, to, getTotalBalance());

                  }

            } finally {

                  bankLock.unlock();

            }

      }

      public int getTotalBalance() {

            bankLock.lock();

            try {

                  int total = 0;

                  for (int i = 0; i < accounts.length; i++) {

                        total += accounts[i].getBalance();

                  }

                  return total;

            } finally {

                  bankLock.unlock();

            }

      }

}

Here, a ReentrantLock object is created as an instance variable of the class. The ReentrantLock class is an implementation of the Lock interface. Both are defined in the java.util.concurrent.locks package.

Look closer at the transfer() method which is safeguarded for concurrent access by using a lock object as follows:

public void transfer(int from, int to, int amount) {

      bankLock.lock();

      try {

            if (amount <= accounts[from].getBalance()) {

                  accounts[from].withdraw(amount);

                  accounts[to].deposit(amount);

                  String message = "%s transfered %d from %s to %s. Total balance: %d\n";

                  String threadName = Thread.currentThread().getName();

                  System.out.printf(message, threadName, amount, from, to, getTotalBalance());

            }

      } finally {

            bankLock.unlock();

      }

}

You can notice that this method calls the getTotalBalance() method which is also protected by the lock/unlock mechanism on the same bankLock object:

public int getTotalBalance() {

      bankLock.lock();

      try {

            int total = 0;

            for (int i = 0; i < accounts.length; i++) {

                  total += accounts[i].getBalance();

            }

            return total;

      } finally {

            bankLock.unlock();

      }

}

We also need to serialize access to the getTotalBalance() method in order to avoid a situation in which other threads reading the total balance while the current thread is updating an account’s balance which affects the total balance. In other words, no thread can access the getTotalBalance() method when the current threading is executing the transfer() method because both methods are locked by the same lock object bankLock.  
  
Now, let’s recompile the Bank class and then run the TransactionTest program, you will see that the problem of corrupted total balance has gone:
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With the synchronization solution using lock object we have applied, the program is now running as expected: the total balance remains unchanged all the time.

**Why ReentrantLock?**

You may feel the name ReentrantLock a little bit difficult to understand, but it has a good reason for that name. The ReentrantLock allows a thread to acquire a lock it already owns multiple times recursively. Look at the transfer() method, you see that it calls the getTotalBalance() method, right? By entering the getTotalBalance() method, the current thread acquires the lock object two times, right?

The number of times that a thread acquires a lock is stored in a ***holdcount*** variable. When the thread acquires the lock, the hold count is increased by 1, and when it releases the lock, hold count is decreased by 1. The lock is completely relinquished if hold count is 0. So there must be a call to unlock() for every call to lock().

In the Bank class above, when the current thread acquires the lock in the transfer() method, hold count is 1; and when it acquires the lock in the getTotalBalance() method, hold count is 2. When the thread releases the lock in the getTotalBalance() method, hold count is 1. And when the thread releases the lock in the transfer() method, hold count is 0.

That’s why this lock is called reentrant.

**\* Locking with Condition object**

In our bank example, a transaction will be processed if and only if the account has enough balance to cover the transfer:

if (amount <= accounts[from].getBalance()) {

      // transfer money...

}

In case the account doesn’t have enough fund, what if we want the current thread to wait until other threads have made deposit to this account? This logic can be explained by the following pseudo-code:

lock.lock();

try {

      if (not sufficient fund) {

            // wait...

      }

      // transfer...

} finally {

      lock.unlock();

}

The Java Concurrency API allows us to achieve this by providing a **Condition** object which can be obtained from the lock object like this:

Condition availableFund = bankLock.newCondition();

If the condition (enough fund to transfer) has not been met, we can tell the current thread to wait by invoking this statement:

availableFund.await();

This causes the current thread blocks and waits, which means the current thread gives up the lock so other threads have chance to update the balance of this account. The current thread blocks until another thread calls:

availableFund.signal();

or:

availableFund.signalAll();

The difference between signal() and signalAll() is that the signal() method wakes up only one thread among the waiting ones. Which thread is chosen depends on the thread scheduler, which means there’s no guarantee that the current thread will wake up if one thread invokes signal().

And the signalAll() method wakes up all threads which are currently waiting. Note that it’s up to the thread scheduler decides which thread takes the turn. All threads awake but only one is granted access to the lock. That also means there’s no guarantee that the current thread can acquire the lock again though it is waken up. If it is the case, the thread continues blocking and waiting for other chances, until it gets the locks and exits the method.

Now, let’s update the Bank class as follows:

import java.util.concurrent.locks.\*;

public class Bank {

      public static final int MAX\_ACCOUNT = 10;

      public static final int MAX\_AMOUNT = 10;

      public static final int INITIAL\_BALANCE = 100;

      private Account[] accounts = new Account[MAX\_ACCOUNT];

      private Lock bankLock;

      private Condition availableFund;

      public Bank() {

            for (int i = 0; i < accounts.length; i++) {

                  accounts[i] = new Account(INITIAL\_BALANCE);

            }

            bankLock = new ReentrantLock();

            availableFund = bankLock.newCondition();

      }

      public void transfer(int from, int to, int amount) {

            bankLock.lock();

            try {

                  while (accounts[from].getBalance() < amount) {

                        availableFund.await();

                  }

                  accounts[from].withdraw(amount);

                  accounts[to].deposit(amount);

                  String message = "%s transfered %d from %s to %s. Total balance: %d\n";

                  String threadName = Thread.currentThread().getName();

                  System.out.printf(message, threadName, amount, from, to, getTotalBalance());

                  availableFund.signalAll();

            } catch (InterruptedException e) {

                  e.printStackTrace();

            } finally {

                  bankLock.unlock();

            }

      }

      public int getTotalBalance() {

            bankLock.lock();

            try {

                  int total = 0;

                  for (int i = 0; i < accounts.length; i++) {

                        total += accounts[i].getBalance();

                  }

                  return total;

            } finally {

                  bankLock.unlock();

            }

      }

}

Recompile this class and then run the TransactionTest program again and observe the result yourself.

So using Condition object would be useful in case you want the current thread to wait until the condition is met, rather than giving up immediately if it is not.

The technique we have experienced so far is called ***explicit locking mechanism***, which uses a concrete Lock object with a Condition object.

Using synchronized keyword

So you know how to use Lock and Condition objects for synchronizing access to a method. This is basically how synchronized is designed and working in Java. And to make it easier for programmers, Java provides the ***synchronized*** keyword that operates on the default lock of a class. This default lock is called ***intrinsic lock*** which belongs to every Java object.

The synchronized keyword can be used at method level or code block level. Let’s look at the first approach first.

**\* Synchronized Methods:**

Consider the following class:

public class A {

      public **synchronized** void update() {

            // code needs to be serialized for access

      }

}

Here, the update() method is synchronized. It is equivalent to the following code that uses a lock object explicitly:

public class A {

      public void update() {

            this.intrinsicLock.lock();

            try {

                  // code needs to be serialized for access

            } finally {

                  this.intrinsicLock.unlock();

            }

      }

}

Here, the intrinsic lock belongs to an instance of the class. And the following code explains how to use condition with a synchronized method:

public class A {

      public synchronized void update() {

            if (!condition) {

                  this.wait();

            }

            // code needs to be serialized for access

            this.notify();

            // or:

            this.notifyAll();

      }

}

The methods wait(), notify() and notifyAll() behaves in the same manner as the methods await(), signal() and signalAll() of a Lock object. These methods are provided by the Object class. So every object has its own intrinsic lock and intrinsic condition.

Now, the Bank class can be rewritten using the synchronized keyword as follows:

public class Bank {

      public static final int MAX\_ACCOUNT = 10;

      public static final int MAX\_AMOUNT = 10;

      public static final int INITIAL\_BALANCE = 100;

      private Account[] accounts = new Account[MAX\_ACCOUNT];

      public Bank() {

            for (int i = 0; i < accounts.length; i++) {

                  accounts[i] = new Account(INITIAL\_BALANCE);

            }

      }

      public synchronized void transfer(int from, int to, int amount) {

            try {

                  while (accounts[from].getBalance() < amount) {

                        wait();

                  }

                  accounts[from].withdraw(amount);

                  accounts[to].deposit(amount);

                  String message = "%s transfered %d from %s to %s. Total balance: %d\n";

                  String threadName = Thread.currentThread().getName();

                  System.out.printf(message, threadName, amount, from, to, getTotalBalance());

                  notifyAll();

            } catch (InterruptedException e) {

                  e.printStackTrace();

            }

      }

      public synchronized int getTotalBalance() {

            int total = 0;

            for (int i = 0; i < accounts.length; i++) {

                  total += accounts[i].getBalance();

            }

            return total;

      }

}

You see, using the synchronized keyword make the code more compact, right? But you wouldn’t understand how a synchronized method works without understanding about the explicit locking mechanism, would you?

Let recompile the Bank class and then run the TransactionTest program again, you will see that the program behaves the same way as the previous version which uses explicit locking mechanism. But you write much less code. It’s cool, isn’t it?

The following are some noteworthy points with regards to synchronized instance methods (non-static ones):

- When a thread is entering a synchronized method, it tries to acquire the intrinsic lock associate with the current instance of the class. If the thread successfully owns the lock, other threads will block when attempting to execute any synchronized instance methods of the class. That means if a class contains multiple synchronized instance methods, only one can be executed by a thread at a time.

- A thread must own the lock before calling wait(), notify() or notifyAll(). Otherwise an IllegalMonitorStateException is thrown.

- The wait() method cause the current thread to wait until it is woken up by a thread that calls notify() or notifyAll(). And while waiting, the thread can be interrupted by another thread. Hence we have to handle the InterruptedException.

- The notify() method causes the current thread to give up the lock so a randomly selected waiting thread is given the lock. That means there’s no guarantee that the thread that calls wait() is selected. It’s up to the thread scheduler.

- The notifyAll() method causes the current thread to release the lock and wakes up all other threads that are currently waiting. All threads have the chance.

**\* Synchronized Blocks:**

In case you want to synchronize access at a smaller scope, i.e. a block of code rather than the whole method, you can use the synchronized keyword like this:

public void update() {

      synchronized (obj) {

            // code block

      }

}

A thread must hold the lock associated with the object obj before it can execute the code block. The obj can be any kind of object which you want to use it as a lock.

And use the synchronized block with condition as follows:

synchronized (obj) {

      if (!condition) {

            obj.wait();

      }

      // code block

      obj.notify();

      // or:

      obj.notifyAll();

}

By using synchronized blocks you have greater control over which part of the code should be serialized for access. For example, you can block concurrent access to the write() method while allow the read() method to be executed concurrently:

public class A {

      private Object lock = new Object();

      public void write() {

            synchronized (lock) {

                  // code to write

            }

      }

      public void read() {

            // code to read

      }

}

Here, you can see a pure Object is used as a lock. The write() method can be executed by only one thread at a time, whereas the read() method can be executed by multiple threads concurrently. This is possible because when a thread is executing the synchronized block, it doesn’t necessarily have to own the lock associated with the instance of the class. Instead, it holds the lock associated with the object protected by the synchronized block.

Note that synchronizing a code block on the current instance of the class is equivalent to synchronizing an instance method. That means the following code:

public void update() {

      synchronized (this) {

            // code block

      }

}

is equivalent to this:

public synchronized void update() {

// code block

}

Hence the Bank class can be rewritten using synchronized blocks on the this instance. It’s your exercise.

**\* Synchronized Static Methods:**

You can synchronize a static method and for that the threads have to acquire a different lock: the lock associated with the class itself (static), not an instance of the class (this).

That means if you write:

public class A {

      public static synchronized void update() {

            // code

      }

}

is equivalent to:

public class A {

      public static void update() {

            synchronized (A.class) {

                  // code

            }

      }

}

So when a thread is executing a synchronized static method, it also blocks access to all other synchronized static methods. The synchronized non-static methods are still executable by other threads. It’s because synchronized static methods and synchronized non-static methods work on different locks: class lock and instance lock.

In other words, a synchronized static method and a non-static synchronized method will not block each other. They can run at the same time.

That’s how the intrinsic (implicit) locking mechanism works in Java.

**\* Explicit Locking vs. Intrinsic Locking:**

So far I have explained to you the work of two synchronization mechanism in Java:

- Explicit locking using Lock and Condition objects.

- Intrinsic locking using the synchronized keyword.

Now the question is: when to use which? When to use Lock and when to use synchronized?

Here are some guidelines that help you make your decision:

- Consider using the synchronized keyword if you want to block concurrent access to instance methods (non-static synchronized methods) or static methods (static synchronized methods).

- Consider using explicit Lock and Condition objects if you want to have greater control over the synchronization process:

                + Use more than one Condition objects associate with a Lock.

+ Specify a timeout while a thread is waiting. This means the thread can wake up itself after a specified timeout expires.

- Remember that using synchronized keyword is easier and less error-prone then using explicit lock. Using explicit lock gives you more control but you have to put more effort.

Understanding Deadlock, Livelock and Starvation

So far you have grasped the concepts of synchronization in Java throughout the bank account transaction example. You are able to use the explicit locking mechanism and synchronized keyword to solve memory consistence problems that can happen when a shared resource is updated by multiple threads concurrently.

Synchronization is useful to protect data from corrupted state. However it may cause problems if not properly used. These problems are classified as deadlock, livelock and starvation.

In today’s lesson, I’m going to help you identify each type of problem so you can know to avoid them.

**\* Understanding Deadlock**

***Deadlock*** describes a situation where two more threads are blocked because of waiting for each other forever. When deadlock occurs, the program hangs forever and the only thing you can do is to kill the program.

Let’s get back to our bank account transaction example. Modify the maximum amount can be transferred from 10 to 200 in the Bank class as follows:

public static final int MAX\_AMOUNT = 200;

Look at the Transaction class you see the amount is chosen randomly by this statement:

int amount = (int) (Math.random() \* Bank.MAX\_AMOUNT);

Now, recompile the Bank and Transaction classes, and then run the TransactionTest program. Guess what will happen?

You will see that the program runs for a few transactions and hangs forever, as shown in the following screenshot:  
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The program encounters a deadlock and cannot continue. Why can deadlock happen when we increase the maximum amount of money can be transferred among accounts?

Let’s analyze the code to understand why.

In the Bank class you will each account is initialized with an amount of 100. Now the maximum amount can be transferred is 200, so there will be some threads trying to transfer an amount which is greater than the account’s balance, for example:

      Thread 1 tries to transfer 150 from account 1 to account 2

      Thread 2 tries to transfer 170 from account 3 to account 1

Account 1 has only 100 in balance so thread 1 has to wait for other threads to deposit more funds to this account. Similarly, thread 2 also has to wait because account 3 doesn’t have sufficient fund. Other threads may add funds to accounts 1 and 3, but if all threads are trying to transfer an amount greater than the account’s balance, they are waiting for each other forever. Hence deadlock occurs.

That’s why you see the program quickly runs into deadlock after few transactions have been done. It hangs and you have to press Ctrl + C to terminate the program.

You can ask why the previous version of the example runs fine. It’s because the maximum account is smaller (10) than the balance (100), so all accounts have enough fund to transfer.

Another common reason for deadlock problem is two or more threads attempt to acquire two locks simultaneously, but in different order. Consider the following class:

public class Business {

      private Object lock1 = new Object();

      private Object lock2 = new Object();

      public void foo() {

            synchronized (lock1) {

                  synchronized (lock2) {

                        System.out.println("foo");

                  }

            }

      }

      public void bar() {

            synchronized (lock2) {

                  synchronized (lock1) {

                        System.out.println("bar");

                  }

            }

      }

}

As you can see, both the methods foo() and bar() try to acquire two lock objects lock1 and lock2 but in different order.

And consider the following test program:

public class BusinessTest1 {

      public static void main(String[] args) {

            Business business = new Business();

            Thread t1 = new Thread(new Runnable() {

                  public void run() {

                        business.foo();

                  }

            });

            t1.start();

            Thread t2 = new Thread(new Runnable() {

                  public void run() {

                        business.bar();

                  }

            });

            t2.start();

      }

}

This program creates two threads, one executes the foo() method and another executes the bar() method on a shared instance of the Business class. But deadlock is likely never to occur because one thread can execute and exit a method very quickly so the other thread have chance to acquire the locks.

Let’s modify this test program in order to create 10 threads for executing foo() and other 10 threads for executing bar() as follows:

public class BusinessTest2 {

      public static void main(String[] args) {

            Business business = new Business();

            for (int i = 0; i < 10; i++) {

                  new Thread(new Runnable() {

                        public void run() {

                              business.foo();

                        }

                  }).start();

            }

            for (int i = 0; i < 10; i++) {

                  new Thread(new Runnable() {

                        public void run() {

                              business.bar();

                        }

                  }).start();

            }

      }

}

Run this program several times (4-10 times), you will see that sometimes the program runs fine:  
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But sometimes it hangs like this:  
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Why? It’s because deadlock happens. Let me explain how:

- Thread 1 enters foo() method and it acquires lock1. At the same time, thread 2 enters bar() method and it acquires lock2.

- Thread 1 tries to acquire lock2 which is currently held by thread 2, hence thread 1 blocks.

- Thread 2 tries to acquire lock1 which is currently held by thread 1, hence thread 2 blocks.

Both threads block each other forever, deadlock occurs and the program hangs.

**So how to avoid deadlock?**

Java doesn’t have anything to escape deadlock state when it occurs, so you have to design your program to avoid deadlock situation. Avoid acquiring more than one lock at a time. If not, make sure that you acquire multiple locks in consistent order. In the above example, you can avoid deadlock by synchronize two locks in the same order in both methods:

public void foo() {

      synchronized (lock1) {

            synchronized (lock2) {

                  System.out.println("foo");

            }

      }

}

public void bar() {

      synchronized (lock1) {

            synchronized (lock2) {

                  System.out.println("bar");

            }

      }

}

Also try to shrink the synchronized blocks as small as possible to avoid unnecessary locking on code that doesn’t need to be synchronized.

**\* Understanding Livelock:**

***Livelock*** describes situation where two threads are busy responding to actions of each other. They keep repeating a particular code so the program is unable to make further progress:

Thread 1 acts as a response to action of thread 2

Thread 2 acts as a response to action of thread 1

Unlike deadlock, threads are not blocked when livelock occurs. They are simply too busy responding to each other to resume work. In other words, the program runs into an infinite loop and cannot proceed further.

Let’s see an example: a criminal kidnaps a hostage and he asks for ransom in order to release the hostage. A police agrees to give the criminal the money he wants once the hostage is released. The criminal releases the hostage only when he gets the money. Both are waiting for each other to act first, hence livelock.

Here’s the code of this example.

Criminal class:

public class Criminal {

      private boolean hostageReleased = false;

      public void releaseHostage(Police police) {

            while (!police.isMoneySent()) {

                  System.out.println("Criminal: waiting police to give ransom");

                  try {

                        Thread.sleep(1000);

                  } catch (InterruptedException ex) {

                        ex.printStackTrace();

                  }

            }

            System.out.println("Criminal: released hostage");

            this.hostageReleased = true;

      }

      public boolean isHostageReleased() {

            return this.hostageReleased;

      }

}

Police class:

public class Police {

      private boolean moneySent = false;

      public void giveRansom(Criminal criminal) {

            while (!criminal.isHostageReleased()) {

                  System.out.println("Police: waiting criminal to release hostage");

                  try {

                        Thread.sleep(1000);

                  } catch (InterruptedException ex) {

                        ex.printStackTrace();

                  }

            }

            System.out.println("Police: sent money");

            this.moneySent = true;

      }

      public boolean isMoneySent() {

            return this.moneySent;

      }

}

Test class:

public class HostageRescueLivelock {

      static final Police police = new Police();

      static final Criminal criminal = new Criminal();

      public static void main(String[] args) {

            Thread t1 = new Thread(new Runnable() {

                  public void run() {

                        police.giveRansom(criminal);

                  }

            });

            t1.start();

            Thread t2 = new Thread(new Runnable() {

                  public void run() {

                        criminal.releaseHostage(police);

                  }

            });

            t2.start();

      }

}

Run this program and you will see that it runs into a loop which never terminates:  
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So how to avoid livelock? There’s no general guideline, you have to design your program to avoid livelock situation.

**\* Understanding Starvation**

***Starvation*** describes a situation where a greedy thread holds a resource for a long time so other threads are blocked forever. The blocked threads are waiting to acquire the resource but they never get a chance. Thus they starve to death.

Starvation can occur due to the following reasons:

- Threads are blocked infinitely because a thread takes long time to execute some synchronized code (e.g. heavy I/O operations or infinite loop).

- A thread doesn’t get CPU’s time for execution because it has low priority as compared to other threads which have higher priority.

- Threads are waiting on a resource forever but they remain waiting forever because other threads are constantly notified instead of the hungry ones.

When a starvation situation occurs, the program is still running but doesn’t run to completion because some threads are not executed.

Let’s see an example. Suppose we have a Worker class like this:

public class Worker {

      public synchronized void work() {

            String name = Thread.currentThread().getName();

            String fileName = name + ".txt";

            try (

                  BufferedWriter writer = new BufferedWriter(new FileWriter(fileName));

            ) {

                  writer.write("Thread " + name + " wrote this mesasge");

            } catch (IOException ex) {

                  ex.printStackTrace();

            }

            while (true) {

                  System.out.println(name + " is working");

            }

      }

}

This class has a synchronized method work() that creates a text file .txt and writes a message to it. Then it repeatedly prints a message:

is working

And the following program creates 10 threads that call the work() method on a shared instance of the Worker class:

public class StarvationExample {

      public static void main(String[] args) {

            Worker worker = new Worker();

            for (int i = 0; i < 10; i++) {

                  new Thread(new Runnable() {

                        public void run() {

[worker.work](http://worker.work/" \t "_blank)();

                        }

                  }).start();

            }

      }

}

Compile and run this program and you will see that there’s only one thread gets executed:  
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According to the code logic, each thread should create a text file with the name of .txt but you see only one gets created, e.g. thread-1.txt. That means other threads are unable to execute the work() method.

Why does this happen? It’s because the while loop runs forever so that the first executed thread never release the lock, causing other threads to wait forever.

A solution to solve this starvation problem is to make the current thread waits for a specified amount of time so other threads have chance to acquire the lock on the Worker object:

while (true) {

      System.out.println(name + " is working");

      try {

            wait(1000);

      } catch (InterruptedException ex) {

            ex.printStackTrace();

      }

}

Recompile and run this program again and you will see that all threads get executed, proven by 10 text files created and in the output:  
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In general, you should design your program to avoid starvation situation.

**\* Summary**

So far I have helped you identify the 3 problems which can happen in multi-threading Java programs: deadlock, livelock and starvation.  Livelock and starvation are less common than deadlock but they still can occur. To summarize, the following points help you understand the key differences of these problems:

- **Deadlock**:  All threads are blocked, the program hangs forever.

- **Livelock**: No threads blocked but they run into infinite loops. The program is still running but unable to make further progress.

- **Starvation**: Only one thread is running, and other threads are waiting forever.

You should be aware of these problems which can occur with multiple threads and synchronization, and design your programs to avoid them.

**\* More about thread creation:**

You know that there are two ways for creating a thread: by extending the Threadclass and by implementing the Runnable interface. Consider the following simple program:

public class SimpleThreadExample {

      public static void main(String[] args) {

            Thread t = new Thread(new Task());

            t.start();

      }

}

class Task implements Runnable {

      public void run() {

            System.out.println(Thread.currentThread().getName());

      }

}

This program simply creates and starts a new thread which prints its name when running. This is a standard way to create and start a thread: the runnable class is created separately.

In addition, the Java programming language provides a more flexible way that makes use of anonymous class when creating a new thread. For example, the previous program can be re-written like this:

public class SimpleThreadExample {

      public static void main(String[] args) {

            new Thread(new Runnable() {

                  public void run() {

                        System.out.println(Thread.currentThread().getName());

                  }

            }).start();

      }

}

Here, we create an anonymous class (no-name class) that implements the Runnable interface, in place of the Thread’s constructor. Then we call start() immediately right after the new Thread object. Use this “shortcut” style if you have very few code in the run() method.

Since Java 8 with functional interface and Lambda expression, you can write even more compact code like this:

public class SimpleThreadExample {

      public static void main(String[] args) {

            new Thread(() -> {

                        System.out.println(Thread.currentThread().getName());

            }).start();

      }

}

Because Runnable is a functional interface (has only method), so the compiler easily infers the actual implementation from this code:

new Thread(() -> {

      System.out.println(Thread.currentThread().getName());

}).start();

Remember don’t overuse this “shortcut” way if you have quite a lot of code in the run() method, which can make the code less readable.

**\* Thread States (or Thread Life Cycle):**

A thread can go through various states during its life. The Thread’s getState() method returns an enum constant that indicates current state of the thread, which falls in one of the following values:

- RUNNABLE

- BLOCKED

- WAITING

- TIMED\_WAITING

- TERMINATED

Let me explain each state in details.

- **NEW**: when a thread is created but has not executed (the start() method has not been invoked), it is in the new state.

- **RUNNABLE**: when the start() method has been invoked, the thread enters the runnable state, and its run() method is executing. Note that the thread can come back to runnable state from another state (waiting, blocked), but it may not be picked immediately by the thread scheduler, hence the term “runnable”, not running.

- **BLOCKED**: when a thread tries to acquire an intrinsic lock (not a lock in the java.util.concurrent package) that is currently held by another thread, it becomes blocked. When all other threads have relinquished the lock and the thread scheduler has allowed this thread to hold the lock, the thread becomes unblocked and enters the runnable state.

- **WAITING**: a thread enters this state if it waits to be notified by another thread, which is the result of calling Object.wait() or Thread.join(). The thread also enters waiting state if it waits for a Lock or Condition in the java.util.concurrent package. When another thread calls Object‘s notify()/notifyAll() or Condition’s signal()/signalAll(), the thread comes back to the runnable state.

- **TIMED\_WAITING**: a thread enters this state if a method with timeout parameter is called: sleep(), wait(), join(), Lock.tryLock() and Condition.await(). The thread exits this state if the timeout expires or the appropriate notification has been received.

- **TERMINATED**: a thread enters terminated state when it has completed execution. The thread terminates for one of two reasons:

                + the run() method exits normally.

                + the run() method exits abruptly due to a uncaught exception occurs.

The following diagram helps you visually understand the thread states and transitions between them:

![A diagram of a runable process
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And the following code example illustrates how to check state of a thread:

public class ThreadState {

      public static void main(String[] args) throws InterruptedException {

            Thread t = new Thread(new Runnable() {

                  public void run() {

                        Thread self = Thread.currentThread();

                        System.out.println(self.getName() + "is " + self.getState());

                  }

            });

            System.out.println(Thread.currentThread().getName() + "is " + t.getState());

            t.start();

            t.join();

            if (t.getState() == Thread.State.TERMINATED) {

                  System.out.println(t.getName() + " is terminated");

            }

      }

}

Run this program and you will see the following output:

Thread-0 is NEW

Thread-0 is RUNNABLE

Thread-0 is terminated

Note that the thread’s state may change after the call to getState(). That means calling getState()  may not reflect the actual state of the thread only a moment later.

**\* Thread Priorities:**

Each thread has a priority value that hints the thread scheduler how much it should be cared in case of many threads are running.

When the thread scheduler needs to pick a thread to run next among the waiting ones, it prefers the thread with highest priority. By default, a new thread has same priority as the thread created it. For example, if you create a new thread from the main method, the new thread has priority equal to the main thread’s priority.

You can set priority of a thread by calling Thread.setPriority(int priorityLevel). The priorityLevel ranges from minimum value (Thread.MIN\_PRIORITY = 1) to maximum value (Thread.MAX\_PRIORITY = 10). The Thread class also defines a constant indicating normal priority (Thread.NORM\_PRIORITY = 5). That means you can set any value from 1 to 10.

For example, the following code sets priority of thread t1 to a level above normal and priority of thread t2 to maximum:

Thread t1 = newThread;

t1.setPriority(8);

Thread t2 = newThread;

t2.setPriority(Thread.MAX\_PRIORITY);

To check priority of a thread, call getPriority() method. For example, the following code gets the priority of the current thread:

int priority = Thread.currentThread().getPriority();

If the threads have same priority, it’s up to for thread schedule to pick which one first (randomly).

Be careful when using thread priorities, because starvation can occur when low-priority threads do not have chance to run because the high-priority threads take all the CPU time.

And don’t overuse thread priorities because they are mapped to thread priorities of the host operating system, and each operating system treats thread priorities differently. So never structure your program relying on thread priorities.

**\* Daemon Thread:**

Java defines two types of thread: user thread (normal thread) and daemon thread. By default, when you create a new thread it is user thread. The Java Virtual Machine (JVM) won’t terminate if there are still user threads running. But it will exit if there are only daemon threads running.

Daemon threads have lower priority than normal ones, so they are used for running background services that serve user threads. An example of daemon thread in the JVM is the garbage collector thread that runs silently in the background to free unused memory.

You can make a thread daemon by calling Thread.setDaemon(true) and check daemon status by using isDaemon(). Note that setDaemon() should be called before the thread is started. Here’s an example:

Thread daemonThread = new Thread(new Runnable() {

      public void run() {

            // do something

      }

});

daemonThread.setDaemon(true);

daemonThread.start();

A thread inherits daemon status from its parent thread - the one that created it. The purpose of daemon threads is serving user threads, there’s no need to keep daemon threads running if all user threads terminate. That’s why the JVM will exit if there are only daemon threads running.

For example, the following program helps you understand the concept of daemon thread:

public class DaemonThread {

      public static void main(String[] args) {

            Thread userThread = new Thread(new Runnable() {

                  public void run() {

                        int x = 10;

                        while (x > 0) {

                              System.out.println("User thread: " + x--);

                              try {

                                    Thread.sleep(1000);

                              } catch (InterruptedException ex) { ex.printStackTrace(); }

                        }

                  }

            });

            userThread.start();

            Thread daemonThread = new Thread(new Runnable() {

                  public void run() {

                        while (true) {

                              System.out.println("Daemon thread is running...");

                              try {

                                    Thread.sleep(100);

                              } catch (InterruptedException ex) { ex.printStackTrace(); }

                        }

                  }

            });

            daemonThread.setDaemon(true);

            daemonThread.start();

      }

}

This program creates and starts two threads: userThread and daemonThread.  Look at the run() method of the daemonThread class you see that it will run forever (indefinite while loop). And the run() method of the userThread class will run for only 10 seconds.

Run this program and you will see it will terminate after 10 seconds when the userThread terminates, despite that the daemonThread is still running. That proves the JVM exits when only daemon threads are running.

Understanding ThreadGroup

ThreadGroup is a convenient class that groups some related threads as a single unit and allows you to perform some operations on a group as a whole, rather than with each separate thread.

You need to specify the name of the group upon creation like this:

ThreadGroup groupA = new ThreadGroup("Group A");

ThreadGroup groupB = new ThreadGroup("Group B");

And when you create a new thread, specify the thread group to which the thread belongs using the following Thread constructors:

                Thread(ThreadGroup group, String name)

Thread(ThreadGroup group, Runnable target)

Thread(ThreadGroup group, Runnable target, String name)

For example, suppose Task is a thread, you can create 4 threads and group them in one group like this:

ThreadGroup group = new ThreadGroup("GroupA");

new Task(group, "A").start();

new Task(group, "B").start();

new Task(group, "C").start();

new Task(group, "D").start();

For more complex need, you can also create a tree of thread groups using the following ThreadGroup constructor:

ThreadGroup(ThreadGroup parent, String name)

For example, the following code creates a tree consisting of 2 groups:

ThreadGroup base = new ThreadGroup("Base");

ThreadGroup group1 = new ThreadGroup(base, "Group1");

ThreadGroup group2 = new ThreadGroup(base, "Group2");

The ThreadGroup class provides several convenient methods that work on all threads at once, here to name a few:

- activeCount(): returns an estimate of the number of active threads in the thread group and its subgroups.

- activeGroupCount(): returns an estimate of the number of active groups in the thread group and its subgroups.

- destroy(): destroys the thread group and all of its subgroups.

- enumerate(Thread[] list): copies into the specified array every active thread in this thread group and its subgroups.

- getMaxPriority(): returns the maximum priority of the thread group.

- interrupt(): interrupts all threads in the thread group.

- isDaemon(): tests if the thread group is a daemon thread group.

- setMaxPriority(int priority): sets the maximum priority of the group.

Let’s see an example in action. Consider the following class:

class Task extends Thread {

      public Task(ThreadGroup threadGroup, String name) {

            super(threadGroup, name);

      }

      public void run() {

            boolean running = true;

            while (running) {

                  try {

                        System.out.println(getName() + " is running");

                        Thread.sleep(1000);

                  } catch (InterruptedException ex) {

                        running = false;

                        System.out.println(getName() + " is interrupted and then terminates");

                  }

            }

      }

}

As you can see in the run() method, this thread will runs forever until it is interrupted by another thread. And here is the test program:

public class ThreadGroupExample {

      public static void main(String[] args) throws InterruptedException {

            ThreadGroup group = new ThreadGroup("GroupA");

            new Task(group, "A").start();

            new Task(group, "B").start();

            new Task(group, "C").start();

            new Task(group, "D").start();

            Thread.sleep(10000);

            group.interrupt();

      }

}

As you can see, 4 threads are created and added to one thread group and they are all started to run concurrently. The main thread calls interrupt() on the group after the program has been running for 10 seconds:

Thread.sleep(10000);

group.interrupt();

This results in all threads in the group are interrupted, and by intention of the code, the threads terminate, hence the following output repeats 10 times:

A is running

D is running

B is running

C is running

and the last output looks like this:

C is interrupted and then terminates

B is interrupted and then terminates

A is interrupted and then terminates

D is interrupted and then terminates

Use ReadWriteLock

Basically, a ReadWriteLock is designed as a high-level locking mechanism that allows you to add thread-safety feature to a data structure while increasing throughput by allowing multiple threads to read the data concurrently and one thread to update the data exclusively.

ReadWriteLock is an interface defined in the java.util.concurrent.locks package, with ReentrantReadWriteLock is an implementation class. So you can create a ReadWriteLock like this:

ReadWriteLock rwLock = new ReentrantReadWriteLock();

The ReentrantReadWriteLock maintains two separate locks, one for reading and one for writing:

Lock readLock = rwLock.readLock();

Lock writeLock = rwLock.writeLock();

Then you can use the read lock to safeguard a code block that performs read operation like this:

readLock.lock();

try {

      // reading data

} finally {

      readLock.unlock();

}

And use the write lock to safeguard a code block that performs update operation like this:

writeLock.lock();

try {

      // update data

} finally {

      writeLock.unlock();

}

A ReadWriteLock implementation guarantees the following behaviors:

- Multiple threads can read the data at the same time, as long as there’s no thread is updating the data.

- Only one thread can update the data at a time, causing other threads (both readers and writers) block until the write lock is released.

- If a thread attempts to update the data while other threads are reading, the write thread also blocks until the read lock is released.

So ReadWriteLock can be used to add concurrency features to a data structure, but it doesn’t guarantee the performance because it depends on various factors: how the data structure is designed, the contention of reader and writer threads at real time, CPU architecture (single core  or multicores), etc.

Similar to ReentrantLock, the ReentrantReadWriteLock allows a thread to acquire the read lock or write lock multiple times recursively, thus the word “Reentrant”.

Let’s see an example that adds concurrency features to an ArrayList using ReentrantReadWriteLock. Consider the following data structure:

import java.util.\*;

import java.util.concurrent.locks.\*;

public class ReadWriteList<E> {

      private List<E> list = new ArrayList<>();

      private ReentrantReadWriteLock rwLock = new ReentrantReadWriteLock();

      public ReadWriteList(E... initialElements) {

            list.addAll(Arrays.asList(initialElements));

      }

      public void add(E element) {

            Lock writeLock = rwLock.writeLock();

            writeLock.lock();

            try {

                  list.add(element);

            } finally {

                  writeLock.unlock();

            }

      }

      public E get(int index) {

            Lock readLock = rwLock.readLock();

            readLock.lock();

            try {

                  return list.get(index);

            } finally {

                  readLock.unlock();

            }

      }

      public int size() {

            Lock readLock = rwLock.readLock();

            readLock.lock();

            try {

                  return list.size();

            } finally {

                  readLock.unlock();

            }

      }

}

As you can see, this class wraps an ArrayList as the underlying data structure. It uses the read lock to safeguard concurrent access to the read operations (get() and size() methods) and uses the write lock to safeguard concurrent access to the write operations (add() method).

Next, create a writer thread that randomly adds a number to the shared list. Here’s the code:

public class Writer extends Thread {

      private ReadWriteList<Integer> sharedList;

      public Writer(ReadWriteList<Integer> sharedList) {

            this.sharedList = sharedList;

      }

      public void run() {

            Random random = new Random();

            int number = random.nextInt(100);

            sharedList.add(number);

            try {

                  Thread.sleep(100);

                  System.out.println(getName() + " -> put: " + number);

            } catch (InterruptedException ie ) { ie.printStackTrace(); }

      }

}

Also create a reader thread that randomly gets an element from the shared list. Here’s the code:

public class Reader extends Thread {

      private ReadWriteList<Integer> sharedList;

      public Reader(ReadWriteList<Integer> sharedList) {

            this.sharedList = sharedList;

      }

      public void run() {

            Random random = new Random();

            int index = random.nextInt(sharedList.size());

            Integer number = sharedList.get(index);

            System.out.println(getName() + " -> get: " + number);

            try {

                  Thread.sleep(100);

            } catch (InterruptedException ie ) { ie.printStackTrace(); }

      }

}

Now, let’s create a test program like the following:

public class ReadWriteLockTest {

      static final int READER\_SIZE = 10;

      static final int WRITER\_SIZE = 2;

      public static void main(String[] args) {

            Integer[] initialElements = {33, 28, 86, 99};

            ReadWriteList<Integer> sharedList = new ReadWriteList<>(initialElements);

            for (int i = 0; i < WRITER\_SIZE; i++) {

                  new Writer(sharedList).start();

            }

            for (int i = 0; i < READER\_SIZE; i++) {

                  new Reader(sharedList).start();

            }

      }

}

As you can see, this program creates and runs 10 reader threads and 2 writer threads that work on a shared ReadWriteList data structure. Compile and run the program to observe the output.

So far I have shared with you the fundamentals and basic usage of ReadWriteLock with ReentrantReadWriteLock implementation. If you consult the Javadoc you will see that it is more sophisticated with fairness policy and other locking methods, so read more about it when you have time.

To conclude, remember the following key points:

- ReadWriteLock allows multiple concurrent readers abut only one exclusive writer.

- ReentrantReadWriteLock is an implementation of ReadWriteLock. In addition, it allows a reader/writer thread acquire a read lock/write lock multiple times recursively (reentrancy).

- Use the read lock to safeguard code that performs read operations, and use the write lock to protect access to code that performs update operation.

- In practice, ReadWriteLock can be used to increase throughput for shared data structure like cache or dictionary-like data which the update is infrequent and read is more frequent.

## Understanding Atomic Variables

Look at the java.util.concurrent.atomic package you will see the following classes:

      AtomicBoolean

      AtomicInteger

      AtomicLong

You can think of these are wrapper of primitive types boolean, integer and long, with the difference: they are designed to be safely used in multi-threaded context.

They are called atomic variables because they provide some operations that cannot be interfered by multiple threads. Here’s to name a few:

incrementAndGet(): Atomically increments by one the current value.

decrementAndGet(): Atomically decrements by one the current value.

These operations are guaranteed to execute atomically using machine-level instructions on modern processors.

Using atomic variables help avoiding the overhead of synchronization on a single primitive variable, so it is more efficient than using synchronization/locking mechanism.

To understand clearly, let’s walk through an example.

Consider the following Counter class:

public class Counter {

      private int value;

      public void increment() {

            value++;

      }

      public void decrement() {

            value--;

      }

      public int get() {

            return value;

      }

}

This class has two methods that update the value of an int variable, and a method to get the value.

Next, suppose we have a thread class that updates a shared instance of Counter like this:

public class UpdateThread extends Thread {

      private Counter counter;

      public UpdateThread(Counter counter) {

            this.counter = counter;

      }

      public void run() {

            try {

                  Thread.sleep(100);

            } catch (InterruptedException ex) { ex.printStackTrace(); }

            counter.increment();

      }

}

As you can see, this thread simply increases the value of the counter variable after sleeping for a short time (100 milliseconds).

And here’s the test program that runs 100 threads that concurrently update a shared instance of Counter:

public class ThreadsTest {

      static final int NUMBER\_THREADS = 100;

      public static void main(String[] args) throws InterruptedException {

            Counter counter = new Counter();

            System.out.println("Initial Counter = " + counter.get());

            UpdateThread[] threads = new UpdateThread[NUMBER\_THREADS];

            for (int i = 0; i < NUMBER\_THREADS; i++) {

                  threads[i] = new UpdateThread(counter);

                  threads[i].start();

            }

            for (int i = 0; i < NUMBER\_THREADS; i++) {

                  threads[i].join();

            }

            System.out.println("Final Counter = " + counter.get());

      }

}

Let’s do a simple math. There are 100 threads, each increase the counter by one, so eventually the final value of the counter variable must be 100, right?

Now, try to compile and run this test program. You will see that sometimes it prints correct result:

Initial Counter = 0

Final Counter = 100

But more than one time, it prints incorrect result:

Initial Counter = 0

Final Counter = 96

The result is inconsistent. You can easily figure out why this happens, because the increment() method is executed by multiple threads concurrently without any synchronization or locking.

We can fix the problem by adding synchronization for the Counter class like this:

public class Counter {

      private int value;

      public synchronized void increment() {

            value++;

      }

      public synchronized void decrement() {

            value--;

      }

      public synchronized int get() {

            return value;

      }

}

or using explicit locking mechanism like this:

import java.util.concurrent.locks.\*;

public class Counter {

      private int value;

      private Lock lock = new ReentrantLock();

      public void increment() {

            lock.lock();

            value++;

            lock.unlock();

      }

      public void decrement() {

            lock.lock();

            value--;

            lock.unlock();

      }

      public synchronized int get() {

            return value;

      }

}

Now recompile and run the test program again for at least 10 times, you will realize that the problem has gone, proved by the consistent output:

Initial Counter = 0

Final Counter = 100

However, synchronization/locking comes at the cost of slow performance as it requires resources and thread scheduler to monitor the lock.

Therefore, atomic variable is a good alternative to synchronization on a single primitive type as mentioned earlier, atomic variable uses machine-level instructions to guarantee atomicity.

For example, you can use the AtomicInteger class to replace the int primitive type in the Counter class like this:

import java.util.concurrent.atomic.\*;

public class Counter {

      private AtomicInteger value = new AtomicInteger();

      public void increment() {

            value.incrementAndGet();

      }

      public void decrement() {

            value.decrementAndGet();

      }

      public int get() {

            return value.get();

      }

}

Here, the methods incrementAndGet() and decrementAndGet() guarantee to execute atomically, which means that they are safely executed by multiple threads.

Now recompile and run the test program again, you will observe the same result as using synchronization/locking with better performance though it’s hard to see the difference with this simple example. At least you got the idea, right?

In addition to increment/decrement methods, the AtomicInteger and AtomicLong classes provide other atomic methods such as:

- addAndGet(int delta): Atomically adds the given value to the current value.

- compareAndSet(int expect, int update): Atomically sets the value to the given updated value if the current value == the expected value.

- getAndAdd(int delta): Atomically adds the given value to the current value.

- set(int newValue): Sets to the given value.

Besides atomic variables for primitive types, the Java Concurrency API also provides atomic arrays and atomic reference type:

      - AtomicIntegerArray

      - AtomicLongArray

      - AtomicReference

      - AtomicReferenceArray

This classes allow programmers to perform atomic operations on arrays and reference types. Consult  Javadoc of the java.util.concurrent.atomic package for more information.

## Understand Parallel Programming with Fork/Join Framework

Today I’m going to help you understand and experiment with Fork/Join framework, which is used by several new features in Java 7 and Java 8. You will be able to write programs that *run tasks in parallel* utilized multicore processors which are very popular today (perhaps your computer’s CPU has at least 2 or 4 cores, doesn’t it?).

Notice that parallel execution is different than concurrent execution:

- In parallel execution, each thread is executed in a separate processing core. Therefore, tasks are really executed in true parallel fashion.

- In concurrent execution, the threads are executed on a same core. That means tasks are actually executed in interleave fashion, sharing processing time of a processing core.

Don’t worry if you think parallel programming is complex and difficult, as you will see the Fork/Join framework makes it easy for programmers.

Continue reading because parallel programming will be part of every programmer’s future.

**\* What is Fork/Join Framework?**

Fork/Join framework is a set of APIs that allow programmers to take advantage of parallel execution supported by multicore processors. It uses ‘divide-and-conquer’ strategy: divide a very large problem into smaller parts, which in turn, the small part can be divided further into smaller ones, recursively until a part can be solved directly. This is called ‘fork’.

Then all parts are executed in parallel on multiple processing cores. The results of each part are ‘joined’ together to produce the final result. Hence the name of the framework ‘Fork/Join’.

The following pseudo code illustrates how the divide and conquer strategies work with Fork/Join framework:

*if (problemSize < threshold)*

*solve problem directly*

*else {*

*break problem into subproblems*

*recursively solve each problem*

*combine the results*

*}*

Fork/Join framework is added to JDK since Java 7 and improved in Java 8. It is used by several new features in the Java programming language, including Streams API and sorting an array in parallel.

Fork/Join framework simplifies parallel programming because:

- It simplifies thread creation. Threads are created and managed automatically.

- It automatically makes use of multiple processors so programs can scale to make use of available processors.

With support for true parallel execution, Fork/Join framework can significantly reduce computation time and increase performance in solving very large problems such as image processing, video processing, big data processing, etc.

One interesting point about Fork/Join framework: it uses a *work stealing algorithm* to balance the load among threads: if a worker thread runs out of things to do, it can steal tasks from other threads that are still busy.

**\* Understand Fork/Join Framework’s API**

The Fork/Join framework API is implemented in the java.util.concurrent package. At its core are the following 4 classes:

- **ForkJoinTask**<V>: an abstract class that defines a task that runs within a ForkJoinPool.

- **ForkJoinPool**: a thread pool that manages the execution of ForkJoinTasks.

- **RecursiveAction**: a ForkJoinTask’s subclass for tasks that don’t return values.

- **RecursiveTask**<V>: a ForkJoinTask’s subclass for tasks that return values.

Basically, you implement code for solving problems in a subclass of either RecursiveAction or RecursiveTask. And then submit the task to be executed by a ForkJoinPool, which handles everything from threads management to utilization of multicore processor.

Let’s dive deeper into each of these classes before going through some code examples.

**ForkJoinTask<V>**

This is the abstract base class for tasks that run within a ForkJoinPool. The type parameter V specifies the result type of the task. A ForkJoinTask is a thread-like entity that represents lightweight abstraction of a task, rather than an actual thread of execution. This mechanism allows a large number o tasks to be managed by a small number of actual threads in a ForkJoinPool. Its key methods are:

* final ForkJoinTask<V> **fork**()
* final V **join**()
* final V **invoke**()

The **fork**() method submits the task to execute asynchronously. This method return this (ForkJoinTask) and the calling thread continues to run.

The **join**() method waits until the task is done and returns the result.

The **invoke**() method combines fork() and join() in a single call. It starts the task, waits for it to end and return the result.

In addition, the ForkJoinTask class provides a couple of static methods for invoking more than one task at a time:

* static void **invokeAll**(ForkJoinTask<?> task1, ForkJoinTask<?> task2): execute two tasks.
* static void **invokeAll**(ForkJoinTask<?>… taskList): execute a list of tasks.

**RecursiveAction:**

This is a recursive ForkJoinTask that doesn’t return a result. “Recursive” means that the task can be split into subtasks of itself by divide-and-conquer strategy (you’ll see how to divide in the code examples the next email).

You must override its abstract method compute() in which computational code is put.

protected abstract void **compute**();

**RecursiveTask<V>:**

Similar to RecursiveAction, but a RecursiveTask returns a result whose type is specified by the type parameter V. You also must to put computational code by overriding the compute() method:

protected abstract V **compute**();

**ForkJoinPool:**

This class is the heart of Fork/Join framework. It’s responsible for the management of threads and execution of ForkJoinTasks. You must first have an instance of ForkJoinPool in order to execute ForkJoinTasks.

There are two ways for acquiring a ForkJoinPool instance. The first way creates a ForkJoinPool object using one of its constructors:

* **ForkJoinPool**(): creates a default pool that supports a level of parallelism equal to the number of processors available in the system.
* **ForkJoinPool**(int parallelism): creates a pool with a custom level of parallelism which must be greater than 0 and not more than the actual number of processors available.

The level of parallelism determines the number of threads that can execute concurrently. In other words, it determines the number of tasks that can be executed simultaneously - but cannot exceed the number of processors.

However, that doesn’t limit the number of tasks that can be managed by the pool. A ForkJoinPool can manage many more tasks than its level of parallelism.

The second way to acquire a ForkJoinPool instance is obtaining the common pool instance using the following ForkJoinPool’s static method:

public static ForkJoinPool **commonPool**()

The common pool is statically constructed and automatically available for use.

**\* Execute ForkJoinTasks in a ForkJoinPool**

After you have created an instance of ForkJoinPool, you can start executing a task using one of the following methods:

* <T> T **invoke**(ForkJoinTask<T> task): executes the specified task and returns its result upon completion. This call is synchronous, meaning that the calling thread waits until this method returns. For a resultless task (RecursiveAction), the type parameter T is Void.
* void **execute**(ForkJoinTask<?> task): executes the specified task asynchronously - the calling code doesn’t wait for the task’s completion - it continues to run.

Alternatively, you can execute a ForkJoinTask by calling its own methods**fork**() or **invoke**(). In this case, the common pool will be used automatically, if the task is not already running within a ForkJoinPool.

A noteworthy point: ForkJoinPool uses daemon threads that are terminated when all user threads are terminated. That means you don’t have to explicitly shutdown a ForkJoinPool (though it is possible). In the case of common pool, calling shutdown() has no effect because the pool is always available for use.

## Fork/Join Framework Code Examples

**\* Example #1 - Using RecursiveAction**

In this first example, you will learn how to use the Fork/Join framework to execute a task that doesn’t return a result, by extending the **RecursiveAction**class.

Suppose that we need to do a transformation on a very large array of numbers. For the sake of simplicity, the transformation is simply multiply every element in the array by a specified number. The following code is for the transformation task:

import java.util.concurrent.\*;

public class ArrayTransform extends RecursiveAction {

      int[] array;

      int number;

      int threshold = 100\_000;

      int start;

      int end;

      public ArrayTransform(int[] array, int number, int start, int end) {

            this.array = array;

            this.number = number;

            this.start = start;

            this.end = end;

      }

      protected void compute() {

            if (end - start < threshold) {

                  computeDirectly();

            } else {

                  int middle = (end + start) / 2;

                  ArrayTransform subTask1 = new ArrayTransform(array, number, start, middle);

                  ArrayTransform subTask2 = new ArrayTransform(array, number, middle, end);

                  invokeAll(subTask1, subTask2);

            }

      }

      protected void computeDirectly() {

            for (int i = start; i < end; i++) {

                  array[i] = array[i] \* number;

            }

      }

}

As you can see, this is a subclass of RecursiveAction and it implements the computation in the compute() method.

The array and number are passed from its constructor. The parameters start and end specify the range of elements in the array to be processed. This helps splitting the array into sub arrays if its size is greater than a threshold, otherwise perform the computation on the whole array directly.

Look at the code snippet in the else block in the compute() method:

protected void compute() {

      if (end - start < threshold) {

            computeDirectly();

      } else {

            int middle = (end + start) / 2;

            ArrayTransform subTask1 = new ArrayTransform(array, number, start, middle);

            ArrayTransform subTask2 = new ArrayTransform(array, number, middle, end);

            invokeAll(subTask1, subTask2);

      }

}

Here we divide the array into 2 parts and create two subtasks that process each. In turn, the subtask may be also divided further into smaller subtasks recursively until the size is less than the threshold, which invokes the computeDirectly() method.

And then you can execute the main task on a ForkJoinPool like this:

ArrayTransform mainTask = new ArrayTransform(array, number, 0, SIZE);

ForkJoinPool pool = new ForkJoinPool();

pool.invoke(mainTask);

or execute the task on the common pool:

ArrayTransform mainTask = new ArrayTransform(array, number, 0, SIZE);

mainTask.invoke();

Here’s the full source code of the test program:

import java.util.\*;

import java.util.concurrent.\*;

public class ForkJoinRecursiveActionTest {

      static final int SIZE = 10\_000\_000;

      static int[] array = randomArray();

      public static void main(String[] args) {

            int number = 9;

            System.out.println("First 10 elements of the array before: ");

            print();

            ArrayTransform mainTask = new ArrayTransform(array, number, 0, SIZE);

            ForkJoinPool pool = new ForkJoinPool();

            pool.invoke(mainTask);

            System.out.println("First 10 elements of the array after: ");

            print();

      }

      static int[] randomArray() {

            int[] array = new int[SIZE];

            Random random = new Random();

            for (int i = 0; i < SIZE; i++) {

                  array[i] = random.nextInt(100);

            }

            return array;

      }

      static void print() {

            for (int i = 0; i < 10; i++) {

                  System.out.print(array[i] + ", ");

            }

            System.out.println();

      }

}

As you can see, we test with an array of 10 million elements that are randomly generated. As the array is too large, we print only the first 10 elements before and after the computation to see the effect:

First 10 elements of the array before:

42, 98, 43, 14, 9, 92, 33, 18, 18, 76,

First 10 elements of the array after:

378, 882, 387, 126, 81, 828, 297, 162, 162, 684,

**\* Example #2 - Using RecursiveTask**

In this second example, you will learn how to implement a task that returns a result. The following task counts the occurrences of even numbers in a large array:

import java.util.concurrent.\*;

public class ArrayCounter extends RecursiveTask<Integer> {

      int[] array;

      int threshold = 100\_000;

      int start;

      int end;

      public ArrayCounter(int[] array, int start, int end) {

            this.array = array;

            this.start = start;

            this.end = end;

      }

      protected Integer compute() {

            if (end - start < threshold) {

                  return computeDirectly();

            } else {

                  int middle = (end + start) / 2;

                  ArrayCounter subTask1 = new ArrayCounter(array, start, middle);

                  ArrayCounter subTask2 = new ArrayCounter(array, middle, end);

                  invokeAll(subTask1, subTask2);

                  return subTask1.join() + subTask2.join();

            }

      }

      protected Integer computeDirectly() {

            Integer count = 0;

            for (int i = start; i < end; i++) {

                  if (array[i] % 2 == 0) {

                        count++;

                  }

            }

            return count;

      }

}

As you can see, this class extends the RecursiveTask and overrides the compute() method that returns a result (an Integer in this case).

And note that we use the join() method to combine the results of subtasks:

return subTask1.join() + subTask2.join();

The test program is similar to the RecursiveAction example:

import java.util.\*;

import java.util.concurrent.\*;

public class ForkJoinRecursiveTaskTest {

      static final int SIZE = 10\_000\_000;

      static int[] array = randomArray();

      public static void main(String[] args) {

            ArrayCounter mainTask = new ArrayCounter(array, 0, SIZE);

            ForkJoinPool pool = new ForkJoinPool();

            Integer evenNumberCount = pool.invoke(mainTask);

            System.out.println("Number of even numbers: " + evenNumberCount);

      }

      static int[] randomArray() {

            int[] array = new int[SIZE];

            Random random = new Random();

            for (int i = 0; i < SIZE; i++) {

                  array[i] = random.nextInt(100);

            }

            return array;

      }

}

Run this program and you will see the output something like this:

Number of even numbers: 5000045

**\* Example #3 - Experiment with Parallelism**

In this last example, you will learn how the level of parallelism affects the computation time.

The ArrayCounter class is rewritten to have the threshold passed from constructor like this:

import java.util.concurrent.\*;

public class ArrayCounter extends RecursiveTask<Integer> {

      int[] array;

      int threshold;

      int start;

      int end;

      public ArrayCounter(int[] array, int start, int end, int threshold) {

            this.array = array;

            this.start = start;

            this.end = end;

            this.threshold = threshold;

      }

      protected Integer compute() {

            if (end - start < threshold) {

                  return computeDirectly();

            } else {

                  int middle = (end + start) / 2;

                  ArrayCounter subTask1 = new ArrayCounter(array, start, middle, threshold);

                  ArrayCounter subTask2 = new ArrayCounter(array, middle, end, threshold);

                  invokeAll(subTask1, subTask2);

                  return subTask1.join() + subTask2.join();

            }

      }

      protected Integer computeDirectly() {

            Integer count = 0;

            for (int i = start; i < end; i++) {

                  if (array[i] % 2 == 0) {

                        count++;

                  }

            }

            return count;

      }

}

And in the test program, the level of parallelism and threshold are passed as arguments to the program:

import java.util.\*;

import java.util.concurrent.\*;

public class ParallelismTest {

      static final int SIZE = 10\_000\_000;

      static int[] array = randomArray();

      public static void main(String[] args) {

            int threshold = Integer.parseInt(args[0]);

            int parallelism = Integer.parseInt(args[1]);

            long startTime = System.currentTimeMillis();

            ArrayCounter mainTask = new ArrayCounter(array, 0, SIZE, threshold);

            ForkJoinPool pool = new ForkJoinPool(parallelism);

            Integer evenNumberCount = pool.invoke(mainTask);

            long endTime = System.currentTimeMillis();

            System.out.println("Number of even numbers: " + evenNumberCount);

            long time = (endTime - startTime);

            System.out.println("Execution time: " + time + " ms");

      }

      static int[] randomArray() {

            int[] array = new int[SIZE];

            Random random = new Random();

            for (int i = 0; i < SIZE; i++) {

                  array[i] = random.nextInt(100);

            }

            return array;

      }

}

This program allows you to easily test the performance with different values of parallelism and threshold. Note that it prints the execution time at the end. Try to run this program several times with different arguments and observe the execution time. Here are the suggested commands:

java ParallelismTest 1 100000

java ParallelismTest 2 100000

java ParallelismTest 3 100000

java ParallelismTest 4 100000

java ParallelismTest 2 500000

java ParallelismTest 4 500000

…

**\* Conclusion**

So far I have walked you through a lesson about Fork/Join framework. Here are the key points to remember:

- Fork/Join framework is designed to simplify parallel programming for Java programmers.

- ForkJoinPool is the heart of Fork/Join framework. It allows many ForkJoinTasks to be executed by a small number of actual threads, with each thread running on a separate processing core.

- You can obtain an instance of ForkJoinPool by either using its constructor or static method commonPool() that returns the common pool.

- ForkJoinTask is an abstract class that represents a task that is lighter weight than a normal thread. You implement the computation logic by overriding its compute() method.

- RecursiveAction is a ForkJoinTask that doesn’t return a result.

- RecursiveTask is a ForkJoinTask that returns a result.

- ForkJoinPool is different than other pools as it uses work stealing algorithm which allows a thread that runs out of things to do, to steal tasks from other threads that are still busy.

- Threads in ForkJoinPool are daemon. You don’t have to explicitly shutdown the pool.

- You can execute a ForkJoinTask either by invoking its own methods invoke() or fork(), or by submitting the task to a ForkJoinPool and then call invoke() or execute() on the pool.

- Calling invoke() or fork() on a ForkJoinTask will cause the task to run in the common pool, if it is not already running in a ForkJoinPool.

- Use the join() method on ForkJoinTasks to combine the results.

- The invoke() method waits for the task’s completion, but the execute() method does not.

Concurrency API in Java

In the previous lessons you got familiar with concurrent programming by using the low-level API such as working with threads (create, start, pause, stop), using locks and synchronized keyword. That’s good for the basics and simple usages.

For more advanced tasks, using the low-level API is time-consuming and error-prone. That’s why the high-level concurrency API is designed to help programmers easily implement more complex multi-threading tasks. Programmers can focus on the business logic of the tasks rather than getting busy in the low-level details.

The high-level concurrency API is implemented in the following 3 packages:

* **java.util.concurrent**: provides utility classes commonly useful in concurrent programming such as executors, threads pool management, scheduled tasks execution, the Fork/Join framework, concurrent collections, etc.
* **java.util.concurrent.locks**: provides Lock and Condition implementations that are more advanced than the built-in locking and synchronization mechanism.
* **java.util.concurrent.atomic**: provides data type classes that are safely updated without using locks. For example, an AtomicInteger can be atomically incremented or decremented so you can use it as a shared variable without synchronization.

In the previous lessons, you learned how to use Lock and Condition in the java.util.concurrent.locks package. I will talk about atomic classes in the next lesson, and today I focus on helping you get familiar with the concurrent utilities in the java.util.concurrent package.

With the support of high-level concurrency API, you can do the following things (but not limited to):

* Executing tasks by multiple threads that are managed in a thread pool. You don’t have to manage the thread pool yourself, just choose a kind of pool you want and submit the tasks. This can be done via various implementations of ***Executor***.
* Queuing tasks to be executed sequentially, one after another.
* Running a task that computes a value (Callable) and waiting for the result (Future). This can be done by using an ExecutorService.
* Scheduling a task to be executed after a given delay, or to be executed periodically at a fixed rate or fixed delay. This can be done by using the ScheduleExecutorService with ScheduleFuture.
* Talking the advantages of multiple processors to perform heavy work faster by breaking the work into smaller pieces recursively. This can be done with the support of the Fork/Join framework.

**\* Understanding Thread Pool:**

In terms of performance, creating a new thread is an expensive operation because it requires the operating system allocates resources need for the thread. Therefore, in practice thread pool is used for large-scale applications that launch a lot of short-lived threads in order to utilize resources efficiently and increase performance.

Instead of creating new threads when new tasks arrive, a thread pool keeps a number of idle threads that are ready for executing tasks as needed. After a thread completes execution of a task, it does not die. Instead it remains idle in the pool waiting to be chosen for executing new tasks.

You can limit a definite number of concurrent threads in the pool, which is useful to prevent overload. If all threads are busily executing tasks, new tasks are placed in a queue, waiting for a thread becomes available.

That’s basically how thread pool works. In practice, thread pool is used widely in web servers where a thread pool is used to serve client’s requests. Thread pool is also used in database applications where a pool of threads maintaining open connections with the database.

Implementing a thread pool is a complex task, but you don’t have to do it yourself. As the Java Concurrency API allows you to easily create and use thread pools without worrying about the details.

**\* Understanding Executors:**

An Executor is an object that is responsible for threads management and execution of Runnable tasks submitted from the client code. It decouples the details of thread creation, scheduling, etc from the task submission so you can focus on developing the task’s business logic without caring about the thread management details.

That means, in the simplest case, rather than creating a thread to execute a task like this:

Thread t = new Thread(new RunnableTask());

t.start();

You submit tasks to an executor like this:

      Executor executor = anExecutorImplementation;

      executor.execute(new RunnableTask1());

      executor.execute(new RunnableTask2());

The Java Concurrency API defines the following 3 base interfaces for executors:

* **Executor**: is the super type of all executors. It defines only one method execute(Runnable).
* **ExecutorService**: is an Executor that allows tracking progress of value-returning tasks (Callable) via Future object, and manages the termination of threads. Its key methods include submit() and shutdown().
* **ScheduledExecutorService**: is an ExecutorService that can schedule tasks to execute after a given delay, or to execute periodically. Its key methods are schedule(), scheduleAtFixedRate() and scheduleWithFixedDelay().

You can create an executor by using one of several factory methods provided by the Executors utility class. Here’s to name a few:

* **newCachedThreadPool()**: creates an expandable thread pool executor. New threads are created as needed, and previously constructed threads are reused when they are available. Idle threads are kept in the pool for one minute. This executor is suitable for applications that launch many short-lived concurrent tasks.
* **newFixedThreadPool(int n)**: creates an executor with a fixed number of threads in the pool. This executor ensures that there are no more than n concurrent threads at any time. If additional tasks are submitted when all threads are active, they will wait in the queue until a thread becomes available. If any thread terminates due to failure during execution, it will be replaced by a new one. The threads in the pool will exist until it is explicitly shutdown. Use this executor if you and to limit the maximum number of concurrent threads.
* **newSingleThreadExecutor()**: creates an executor that executes a single task at a time. Submitted tasks are guaranteed to execute sequentially, and no more than one task will be active at any time. Consider using this executor if you want to queue tasks to be executed in order, one after another.
* **newScheduledThreadPool(int corePoolSize)**: creates an executor that can schedule tasks to execute after a given delay, or to execute periodically. Consider using this executor if you want to schedule tasks to execute concurrently.
* **newSingleThreadScheduleExecutor()**: creates a single-threaded executor that can schedule tasks to execute after a given delay, or to execute periodically. Consider using this executor if you want to schedule tasks to execute sequentially.

In case the factory methods do not meet your need, you can construct an executor directly as an instance of either ThreadPoolExecutor or ScheduledThreadPoolExecutor, which gives you additional options such as pool size, on-demand construction, keep-alive times, etc.

**\* A Simple Executor Example:**

The following code snippet shows you a simple example of executing a task by a single-threaded executor:

import java.util.concurrent.\*;

public class SimpleExecutorExample {

      public static void main(String[] args) {

            ExecutorService pool = Executors.newSingleThreadExecutor();

            Runnable task = new Runnable() {

                  public void run() {

                        System.out.println(Thread.currentThread().getName());

                  }

            };

            pool.execute(task);

            pool.shutdown();

      }

}

As you can see, a Runnable task is created using anonymous-class syntax. The task simply prints the thread name and terminates. Compile and run this program and you will see the output something like this:

pool-1-thread-1

Note that you should call shutdown() to destroy the executor after the thread completes execution. Otherwise, the program is still running afterward. You can observe this behavior by commenting the call to shutdown.

Let’s see a more complex example in which I show you how to execute multiple tasks using different kinds of executors.

**\* Using a cached thread pool executor:**

Given the following class:

public class CountDownClock extends Thread {

      private String clockName;

      public CountDownClock(String clockName) {

            this.clockName = clockName;

      }

      public void run() {

            String threadName = Thread.currentThread().getName();

            for (int i = 5; i >= 0; i--) {

                  System.out.printf("%s -> %s: %d\n", threadName, clockName, i);

                  try {

                        Thread.sleep(1000);

                  } catch (InterruptedException ex) {

                        ex.printStackTrace();

                  }

            }

      }

}

This class represents a countdown clock that counts a number from 5 down to 0, and pause 1 second after every count. Upon running, it prints the current thread name, follows by the clock name and the count number.

Let’s create an executor with a cached thread pool to execute 4 clocks concurrently. Here’s the code:

import java.util.concurrent.\*;

public class MultipleTasksExecutorExample {

      public static void main(String[] args) {

            ExecutorService pool = Executors.newCachedThreadPool();

            pool.execute(new CountDownClock("A"));

            pool.execute(new CountDownClock("B"));

            pool.execute(new CountDownClock("C"));

            pool.execute(new CountDownClock("D"));

            pool.shutdown();

      }

}

Compile and run this program, you will see that there are 4 threads executing the 4 clocks concurrently:  
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Modify this program to add more tasks e.g. add more 3 clocks. Recompile and run the program again, you will see that the number of threads is as equal as the number of submitted tasks. That’s the key behavior of a cached thread pool: new threads are created as needed.

**\* Using a fixed thread pool executor:**

Next, update the statement that creates the executor to use a fixed thread pool:

ExecutorService pool = Executors.newFixedThreadPool(2);

Here, we create an executor with a pool of maximum 2 concurrent threads. Keep only 4 task (4 clocks) submitted to the executor. Recompile and run the program you will see that there are only 2 threads executing the clocks:  
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The clocks A and B run first, while the clocks C and D are waiting in the queue. After A and B completes execution, the 2 threads continue executing the clocks C and D. That’s the key behavior of a fixed thread pool: limiting the number of concurrent threads and queuing additional tasks.

**\* Using a single-threaded pool executor:**

Let’s update the program above to use a single-threaded executor like this:

      ExecutorService pool = Executors.newSingleThreadExecutor();

Recompile and run the program, you will see that there’s only one thread executing the 4 clocks sequentially:  
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That’s the key behavior of a single-threaded executor: queue tasks to execute in order, one after another.

## Executing Value-Returning Tasks with Callable and Future

So far we have executed tasks that do not return any value (void). How about tasks those compute and return a value upon completion? Those tasks may take long time to finish, and what if we want to wait for the results?

The ExecutorService interface defines a method that allows us to execute such kind of task:

**< T > Future< T >   submit(Callable< T > task)**

Here, the type parameter **T** is the return type of the task. You submit a task that implements the **Callable** interface which defines only one method as follows:

public interface Callable< T > {

      public T call();

}

The purpose of the Callable interface is similar to Runnable, but its method returns a value of type T.

Once the task is submitted, the executor immediately returns an object of type **Future** representing the pending results of the task, for example:

      Callable< Integer > task = new task that returns an Integer value;

Future< Integer > result = executor.submit(task);

Then you can invoke the Future’s get() method to obtain the result upon successful completion. There are two overloads of this method defined as follows:

public interface Future< T > {

      T get();

      T get(long timeout, TimeUnit unit);

}

The first overload version waits if necessary for the computation to complete and then retrieves its result:

      Integer value = result.get();

This method blocks the current thread to wait until the computation completes and returns the value. In case you want to wait only for a specified amount of time, use the second overload version:

                Integer value = result.get(2, TimeUnit.SECONDS);

This call wais if necessary for at most 2 seconds for the computation to complete, and then retrieves the result if available. If the task takes longer time to complete, the call returns null.

Now, let’s see a complete example.

Suppose that we have two tasks: the first calculates the factorial value of N numbers, and the second computes the sum of N numbers.

Implementing the Callable interface, the first task is written as follows:

import java.util.concurrent.\*;

public class FactorialCalculator implements Callable< Integer > {

      private int n;

      public FactorialCalculator(int n) {

            this.n = n;

      }

      public Integer call() {

            int result = 1;

            for (int i = 1; i <= n; i++) {

                  result = result \* i;

            }

            try {

                  Thread.sleep(5000);

            } catch (InterruptedException ex) {

                  ex.printStackTrace();

            }

            return result;

      }

}

Here we use the sleep() method to fake the computation time. And code for the second task:

import java.util.concurrent.\*;

public class SumCalculator implements Callable< Integer > {

      private int n;

      public SumCalculator(int n) {

            this.n = n;

      }

      public Integer call() {

            int sum = 0;

            for (int i = 1; i <= n; i++) {

                  sum += i;

            }

            try {

                  Thread.sleep(2000);

            } catch (InterruptedException ex) {

                  ex.printStackTrace();

            }

            return sum;

      }

}

The following program submits two tasks above to a fixed thread pool executor:

import java.util.concurrent.\*;

public class CallableAndFutureExample {

      public static void main(String[] args) {

            ExecutorService pool = Executors.newFixedThreadPool(2);

            Future< Integer > sumResult = pool.submit(new SumCalculator(100000));

            Future< Integer > factorialResult = pool.submit(new FactorialCalculator(8));

            try {

                  Integer sumValue = sumResult.get();

                  System.out.println("Sum Value = " + sumValue);

                  Integer factorialValue = factorialResult.get();

                  System.out.println("Factorial Value = " + factorialValue);

            } catch (InterruptedException | ExecutionException ex) {

                  ex.printStackTrace();

            }

            pool.shutdown();

      }

}

Run this program and observe the result. The first task, SumCalculator takes 2 seconds to complete and you see the result displayed after 2 seconds:

Sum Value = 705082704

The second task, FactorialCalculator takes 5 seconds to complete, so you see the result 3 seconds after the first result:

Factorial Value = 40320

In addition, the Future interface provides methods for checking the completion status:  
  
  
  
It’s your exercise to experiment with these additional methods.

* boolean isDone(): returns true if this task completed.
* boolean isCancelled(): returns true if this task was cancelled before it completed normally.

and for stopping the task:

* boolean cancel(boolean mayInterruptIfRunning): attempts to cancel execution of this task. Returns false if the task could not be cancelled, typically because it has already completed normally; true otherwise.

Scheduling Tasks to Execute After a Delay or Periodically

Implementations of the ScheduledExecutorService interface provide convenient methods for scheduling tasks:

* **schedule**(Callable callable, long delay, TimeUnit unit): executes a Callable task after the specified delay. TimeUnit can be in MILLISECONDS, SECONDS, MINUTES, HOURS, etc.
* **schedule**(Runnable command, long delay, TimeUnit unit): Executes a Runnable task after a given delay.
* **scheduleAtFixedRate**(Runnable command, long initialDelay, long delay, TimeUnit unit): Executes a periodic task after an initial delay, then repeat after every given period. If any execution of this task takes longer than its period, then subsequent executions may start late, but will not concurrently execute.
* **scheduleWithFixedDelay**(Runnable command, long initialDelay, long delay, TimeUnit unit): Executes a periodic task after an initial delay, then repeat after every given delay between the termination of one execution and the commencement of the next.

All these methods return a ScheduleFuture object which is a Future with an additional method for checking the remaining delay time:

long getDelay(TimeUnit unit)

And as shown previously, a ScheduledExecutorService object can be created via factory methods of the Executors utility class:

* newScheduledThreadPool(int poolSize): creates a thread pool that can schedule tasks to execute concurrently.
* newSingleThreadScheduledExecutor(): creates a single-threaded executor that can schedule tasks to execute sequentially.

Now, let’s see some examples.

This is the simplest example that executes a task after 5 seconds:

import java.util.concurrent.\*;

public class SimpleScheduledExecutorExample {

      public static void main(String[] args) {

            ScheduledExecutorService scheduler = Executors.newSingleThreadScheduledExecutor();

            Runnable task = new Runnable() {

                  public void run() {

                        System.out.println("Hi!");

                  }

            };

            scheduler.schedule(task, 5, TimeUnit.SECONDS);

            scheduler.shutdown();

      }

}

As you can see, this program simply prints the message “Hi!” after a delay of 5 seconds, and terminates.

Next, the following program plays a sound ‘beep’ for every 2 seconds:

import java.util.concurrent.\*;

public class BeepClock implements Runnable {

      public void run() {

            System.out.print("\007");

      }

      public static void main(String[] args) {

            ScheduledExecutorService scheduler = Executors.newSingleThreadScheduledExecutor();

            scheduler.scheduleAtFixedRate(new BeepClock(), 4, 2, TimeUnit.SECONDS);

      }

}

Notice that, with the execution of periodic tasks, do not call shutdown() on the executor because it causes the program to terminate immediately.

The following is a more complex example that uses a pool of 3 threads to schedule 3 count down clocks to execute concurrently:

import java.util.concurrent.\*;

public class ConcurrentScheduleTasksExample {

      public static void main(String[] args) {

            ScheduledExecutorService scheduler = Executors.newScheduledThreadPool(3);

            CountDownClock clock1 = new CountDownClock("A");

            CountDownClock clock2 = new CountDownClock("B");

            CountDownClock clock3 = new CountDownClock("C");

            scheduler.scheduleWithFixedDelay(clock1, 3, 10, TimeUnit.SECONDS);

            scheduler.scheduleWithFixedDelay(clock2, 3, 15, TimeUnit.SECONDS);

            scheduler.scheduleWithFixedDelay(clock3, 3, 20, TimeUnit.SECONDS);

      }

}

Here, you can see 3 clocks A, B and C are scheduled to start at the same time, after an initial delay of 3 seconds, but their periodic delay times are different. The following screenshot shows output of this program:  
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Description automatically generated](data:image/png;base64,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)

You can use the returned ScheduleFuture object to cancel the tasks. This updated version of the program above stops the 3 clocks after 2 minutes, by using another schedule task:

import java.util.concurrent.\*;

public class ConcurrentScheduleTasksExample {

      public static void main(String[] args) {

            ScheduledExecutorService scheduler = Executors.newScheduledThreadPool(3);

            CountDownClock clock1 = new CountDownClock("A");

            CountDownClock clock2 = new CountDownClock("B");

            CountDownClock clock3 = new CountDownClock("C");

            Future< ? > f1 = scheduler.scheduleWithFixedDelay(clock1, 3, 10, TimeUnit.SECONDS);

            Future< ? > f2 = scheduler.scheduleWithFixedDelay(clock2, 3, 15, TimeUnit.SECONDS);

            Future< ? > f3 = scheduler.scheduleWithFixedDelay(clock3, 3, 20, TimeUnit.SECONDS);

            Runnable cancelTask = new Runnable() {

                  public void run() {

                        f1.cancel(true);

                        f2.cancel(true);

                        f3.cancel(true);

                  }

            };

            scheduler.schedule(cancelTask, 120, TimeUnit.SECONDS);

      }

}

Recompile and run the program again and observe the result.

**\* Summary:**

Here I summarize the key points you have learned today:

* Know what you can do with the high-level concurrency API.
* Understand the need of thread pool and how it works.
* Understand 3 types of executors: Executor, ExecutorService and ScheduledExecutorService.
* Know how to create different kinds of thread pools via several factory methods of the Executors utility class.
* Understand how to execute value-returning tasks with Callable and Future.
* Know how to schedule tasks to execute after a given delay, or execute periodically after a fixed rate or delay.

## Concurrent Collection: Understanding CopyOnWriteArrayList

**\* Why CopyOnWriteArrayList ?**

Basically, a CopyOnWriteArrayList is similar to an ArrayList, with some additional and more advanced thread-safe features.

You know, ArrayList is not thread-safe so it’s not safe to use in multi-threaded applications. We can achieve thread-safe feature for an ArrayList by using a synchronized wrapper like this:

List< String > unsafeList = new ArrayList< >();

List< String > safeList = Collections.synchronizedList(unsafeList);

safeList.add("Boom");   // safe to use with multiple threads

However, this synchronized list has a limitation: all of its read and write methods (add, set, remove, iterator, etc) are synchronized on the list object itself. That means if a thread is executing add() method, it blocks other threads which want to get the iterator to access elements in the list, for example. Also, only one thread can iterate the list’s elements at a time, which can be inefficient. That’s quite rigid.

What if we want a more flexible collection which allows:

* Multiple threads executing read operations concurrently.
* One thread executing read operation and another executing write operation concurrently.
* Only one thread can execute write operation while other threads can execute read operations simultaneously.

The CopyOnWriteArrayList class is designed to enable such sequential write and concurrent reads features. For example, we can write a multi-threaded program that allows one thread to add elements to the list while other threads are traversing the list’s elements at the same time, and no worry about ConcurrentModificationException as per the case of a synchronized list.

That’s interesting. So how does the CopyOnWriteArrayList implement this concurrent feature?

**\* How does CopyOnWriteArrayList works?**

The CopyOnWriteArrayList class uses a mechanism called ***copy-on-write***which works like this: For every write operation (add, set, remove, etc) it makes a new copy of the elements in the list. That means the read operations (get, iterator, listIterator, etc) work on a different copy.

In addition, a thread must acquire a separate lock before executing a write operation, and all write operations use this same lock so there’s only one write operation can be executed by only one thread at a time. The read operations do not use any lock so multiple threads can execute multiple read operations simultaneously. And of course, read and write operations do not block each other.

The methods iterator() and listIterator() return an iterator object that holds different copy of the elements, hence the term ***snapshot iterator***. The snapshot iterator doesn’t allow modifying the list while traversing, and it will not throw ConcurrentModificationException if the list is being modified by other thread during the traversal, and the read and write operations work on different copies of elements.

**\* When to Use CopyOnWriteArrayList?**

Due to its special behaviors, CopyOnWriteArrayList is suitable for use in scenarios require sequential write and concurrent reads on a same collection. But you should take performance issue into consideration because the process of copying elements is costly for a list that has a large number of elements and many write operations.

Having said that, use CopyOnWriteArrayList only when the number of write operations is very small as compared to the read operations and the list contains a small number of elements.

In some cases, we can use CopyOnWriteArrayList as a thread-safe alternative to ArrayList, and to take advantages of its new methods addIfAbsent() and addAllAbsent(), which are explained below.

**\* Understanding CopyOnWriteArrayList API:**

CopyOnWriteArrayList is a member of the Java Collection framework and is an implementation the List interface so it has all typical behaviors of a list. CopyOnWriteArrayList is considered as a thread-safe alternative to ArrayList with some differences:

- You can pass an array when creating a new CopyOnWriteArrayList object. The list holds a copy of this array, for example:

String[] fruits = {"Apple", "Banana", "Lemon", "Grape", "Mango"};

List< String > list = new CopyOnWriteArrayList< >(fruits);

- Though a list allows duplicate elements, you can add an element to the list if and only if it is not already in the list, by using the method addIfAbsent(element). More importantly, this method is thread-safe which means it guarantees no other threads can add the same element at the same time. This method returns true if the element was added. For example:

CopyOnWriteArrayList< String > list = new CopyOnWriteArrayList< >();

list.add("Apple");

list.add("Banana");

if (list.addIfAbsent("Orange")) {

      System.out.println("Orange was added");

}

- Similarly, the method addAllAbsent(Collection) appends all elements in the specified collection that are not already contained in the list. And more importantly, this method is thread-safe. This method returns the number of elements were added. For example:

CopyOnWriteArrayList< String > list1 = new CopyOnWriteArrayList< >();

list1.add("Apple");

list1.add("Banana");

List< String > list2 = Arrays.asList("Lemon", "Banana");

int result = list1.addAllAbsent(list2);

System.out.println("Elements added: " + result);

This print Elements added: 1 because the element Banana is already contained in the list1.

 - The method iterator() returns a generic Iterator that holds a snapshot of the list. This iterator doesn’t support the remove() method.

- The method listIerator() returns a generic ListIterator that holds a snapshot of the list. This iterator doesn’t support the remove(), set() or add()  method.

 And as stated previously, the iterator will not throw ConcurrentModificationException if the list is being modified by another thread while the current thread is traversing the iterator, because a snapshot iterator holds a different copy of elements.

**\* CopyOnWriteArrayList Examples:**

Let’s see a couple of examples in action. The first one creates two threads:

- Thread Writer adds a number to CopyOnWriteArrayList for every 5 seconds.

- Thread Reader iterates the list repeatedly with a small delay (10 milliseconds) for every iteration.

That means the read operations outnumber the write ones, and here’s the full source code of the program:

import java.util.\*;

import java.util.concurrent.\*;

public class CopyOnWriteArrayListTest {

      public static void main(String[] args) {

            List< Integer > list = new CopyOnWriteArrayList< >();

            list.add(1);

            list.add(2);

            list.add(3);

            list.add(4);

            list.add(5);

            new WriteThread("Writer", list).start();

            new ReadThread("Reader", list).start();

      }

}

class WriteThread extends Thread {

      private List< Integer > list;

      public WriteThread(String name, List< Integer > list) {

            this.list = list;

            super.setName(name);

      }

      public void run() {

            int count = 6;

            while (true) {

                  try {

                        Thread.sleep(5000);

                  } catch (InterruptedException ex) {

                        ex.printStackTrace();

                  }

                  list.add(count++);

                  System.out.println(super.getName() + " done");

            }

      }

}

class ReadThread extends Thread {

      private List< Integer > list;

      public ReadThread(String name, List< Integer > list) {

            this.list = list;

            super.setName(name);

      }

      public void run() {

            while (true) {

                  String output = "\n" + super.getName() + ":";

                  Iterator< Integer > iterator = list.iterator();

                  while (iterator.hasNext()) {

                        Integer next = iterator.next();

                        output += " " + next;

                        // fake processing time

                        try {

                              Thread.sleep(10);

                        } catch (InterruptedException ex) {

                              ex.printStackTrace();

                        }

                  }

                  System.out.println(output);

            }

      }

}

Run this program and observe the result. You will see that the reader thread constantly prints out the elements in the list, whereas the writer thread slowly adds a new number to the list. This program runs forever until you press Ctrl + C to stop it.

Try to change the list implementation from CopyOnWriteArrayList to ArrayList like this:

List< Integer > list = new ArrayList< >();

Recompile and run the program again, you will see that the reader thread throws ConcurrentModificationException as soon as the writer thread adds a new element to the list. The reader thread die and only the writer thread alive.

The second example demonstrates how to use CopyOnWriteArrayList in event handling. Consider the following class:

public class GuiComponent {

      private List< ActionListener > listeners = new CopyOnWriteArrayList< >();

      public void addActionListener(ActionListener listener) {

            listeners.add(listener);

      }

      public void removeActionListener(ActionListener listener) {

            listeners.remove(listener);

      }

      public void fireActionEvent() {

            for (ActionListener listener : listeners) {

                  listener.actionPerformed(new ActionEvent(this, "message"));

            }

      }

}

Suppose this class represents a GUI component which can receives events such as mouse click. The client code can register (subscribe) to receive notification when the event occurs via the following method:

public void addActionListener(ActionListener listener)

The components use a CopyOnWriteArrayList object to maintain all registered listeners:

private List< ActionListener > listeners = new CopyOnWriteArrayList< >();

When an event occurs, the component notifies all of its listeners by iterating the list and invoke the action handler method on each listener, as shown in the fireActionEvent() method:

for (ActionListener listener : listeners) {

      listener.actionPerformed(new ActionEvent(this, "message"));

}

The ActionListener interface is defined as follows:

public interface ActionListener {

      public void actionPerformed(ActionEvent evt);

}

And the ActionEvent class is implemented as follows:

public class ActionEvent {

      Object source;

      Object data;

      public ActionEvent(Object source, Object data) {

            this.source = source;

            this.data = data;

      }

}

Look at the GuiComponent class, a CopyOnWriteArrayList is used because:

- It allows two threads can both read and write the list concurrently: one thread adds or removes a listener and the other thread notifies all listeners.

- The number of listeners is changed infrequently, whereas the number of times the listeners are notified more frequently (the read operations outnumber the write ones).

- It doesn’t throw ConcurrentModificationException if a thread is adding/removing a listener while another thread is iterating the list of listeners.

**Summary:**

CopyOnWriteArrayList can be used as a thread-safe alternative to ArrayList, with additional methods addIfAbsent() and addAllAbsent() that append elements if they are not contained in the list. A CopyOnWriteArrayList makes a new copy of its elements for every write operation and its iterator holds a different copy (snapshot) so it enables sequential writes and concurrent reads: only one thread can execute write operation and multiple threads can execute read operations at the same time. And its iterator doesn’t throw ConcurrentModification.

## Understanding CopyOnWriteArraySet

The second concurrent collection in the java.util.concurrent package I’d like to talk about is CopyOnWriteArraySet, which is similar to CopyOnWriteArrayList. Actually, a CopyOnWriteArraySet uses a CopyOnWriteArrayList internally for its operations. Thus it has the following behaviors:

* It’s thread-safe, and can be used as a thread-safe alternative to HashSet.
* It allows sequential write and concurrent reads by multiple threads. Only one thread can execute write operations (add and remove), and multiple threads can execute read operations (iterator) at a time.
* Its iterator doesn’t throw ConcurrentModificationException and doesn’t support remove method.

CopyOnWriteArraySet is a Set so it doesn’t allow duplicate elements. But unlike HashSet, its iterator returns elements in the order they were added.

Therefore, consider using a CopyOnWriteArraySet if you need a thread-safe collection that is similar to CopyOnWriteArrayList but no duplicate elements are allowed.

Also note that you should use CopyOnWriteArraySet only when the read operations outnumber the write operations and has a small number of elements, because the set creates a new copy of its elements for each write operation, which affects performance if the set has a large number of elements and the write operations are frequent.

Let’s see an example that demonstrates how  CopyOnWriteArraySet works. The following program e creates two threads:

- Thread Writer adds a number to CopyOnWriteArraySet for every 5 seconds.

- Thread Reader iterates the list repeatedly with a small delay (10 milliseconds) for every iteration.

Here’s the full source code of the program:

import java.util.\*;

import java.util.concurrent.\*;

public class CopyOnWriteArraySetTest {

      public static void main(String[] args) {

            Set< Integer > set = new CopyOnWriteArraySet< >();

            set.add(1);

            set.add(2);

            set.add(3);

            set.add(4);

            set.add(5);

            new WriteThread("Writer", set).start();

            new ReadThread("Reader", set).start();

      }

}

class WriteThread extends Thread {

      private Set< Integer > set;

      public WriteThread(String name, Set< Integer > set) {

            this.set = set;

            super.setName(name);

      }

      public void run() {

            int count = 6;

            while (true) {

                  try {

                        Thread.sleep(5000);

                  } catch (InterruptedException ex) {

                        ex.printStackTrace();

                  }

                  set.add(count++);

                  System.out.println(super.getName() + " done");

            }

      }

}

class ReadThread extends Thread {

      private Set< Integer > set;

      public ReadThread(String name, Set< Integer > set) {

            this.set = set;

            super.setName(name);

      }

      public void run() {

            while (true) {

                  String output = "\n" + super.getName() + ":";

                  Iterator< Integer > iterator = set.iterator();

                  while (iterator.hasNext()) {

                        Integer next = iterator.next();

                        output += " " + next;

                        // fake processing time

                        try {

                              Thread.sleep(10);

                        } catch (InterruptedException ex) {

                              ex.printStackTrace();

                        }

                  }

                  System.out.println(output);

            }

      }

}

You can see that the read operations outnumber the write ones.

Run this program and observe the result. You will see that the reader thread constantly prints out the elements in the list, whereas the writer thread slowly adds a new number to the list. This program runs forever until you press Ctrl + C to stop it.

Try to change the list implementation from CopyOnWriteArraySet to HashSet like this:

Set< Integer > set = new HashSet< >();

Recompile and run the program again, you will see that the reader thread throws ConcurrentModificationException as soon as the writer thread adds a new element to the list. The reader thread die and only the writer thread alive.

That’s all about CopyOnWriteArraySet.

Understanding ConcurrentHashMap

The next concurrent collection in the java.util.concurrent package I’d like to help you get familiar with today is ConcurrentHashMap - a Map implementation like HashMap and Hashtable, with additional support for concurrency features:

- Unlike Hastable or synchronizedMap which locks the entire map exclusively to gain thread-safety feature, ConcurrentHashMap allows concurrent writer and reader threads. That means it allows some threads to modify the map and other threads to read values from the map at the same time, while Hashtable or synchronizedMap allows only one thread to work on the map at a time. More specifically, ConcurrentHashMap allows any number of concurrent reader threads and a limited number of concurrent writer threads, and both reader and writer threads can operate on the map simultaneously.

                + Reader threads perform retrieval operations such as get, containsKey, size, isEmpty, and iterate over keys set of the map.

                + Writer threads perform update operations such as put and remove.

- Iterators returned by ConcurrentHashMap are weakly consistent, meaning that the iterator may not reflect latest update since it was constructed. An iterator should be used by only one thread and no ConcurrentModificationException will be thrown if the map is modified while the iterator is being used.

ConcurrentHashMap is an implementation of ConcurrentMap which is a subtype of the Map interface. A ConcurrentMap defines the following atomic operations:

- **putIfAbsent(K key, V value)**: associates the specified key to the specified value if the key is not already associated with a value. This method is performed atomically, meaning that no other threads can intervene in the middle of checking absence and association.

- **remove(Object key, Object value)**: removes the entry for a key only if currently mapped to some value. This method is performed atomically.

- **replace(K key, V value)**: replaces the entry for a key only if currently mapped to some value. This method is performed atomically.

- **replace(K key, V oldValue, V newValue)**: replaces the entry for a key only if currently mapped to a given value. This method is performed atomically.

Also note that the methods size() and isEmpty() may return an approximation instead of an exact count due to the concurrent nature of the map. ConcurrentHashMap does not allow null key and null value.

ConcurrentHashMap has such advanced concurrent capabilities because it uses a finer-grained locking mechanism. We don’t delve in to the details of the locking algorithm, but understand that the ConcurrentHashMap uses different locks to lock different parts of the map, which enables concurrent reads and updates.

**\* ConcurrentHashMap Example:**

The following example demonstrates how ConcurrentHashMap is used in a multi-threaded context. The program creates two writer threads and 5 reader threads working on a shared instance of a ConcurrentHashMap.

The writer thread randomly modifies the map (put and remove). Here’s the code:

public class WriterThread extends Thread {

      private ConcurrentMap< Integer, String > map;

      private Random random;

      private String name;

      public WriterThread(ConcurrentMap< Integer, String > map,

                                    String threadName, long randomSeed) {

            this.map = map;

            this.random = new Random(randomSeed);

[this.name](http://this.name/) = threadName;

      }

      public void run() {

            while (true) {

                  Integer key = random.nextInt(10);

                  String value = name;

                  if(map.putIfAbsent(key, value) == null) {

                        long time = System.currentTimeMillis();

                        String output = String.format("%d: %s has put [%d => %s]",

                                                                        time, name, key, value);

                        System.out.println(output);

                  }

                  Integer keyToRemove = random.nextInt(10);

                  if (map.remove(keyToRemove, value)) {

                        long time = System.currentTimeMillis();

                        String output = String.format("%d: %s has removed [%d => %s]",

                                                                        time, name, keyToRemove, value);

                        System.out.println(output);

                  }

                  try {

                        Thread.sleep(500);

                  } catch (InterruptedException ex) {

                        ex.printStackTrace();

                  }

            }

      }

}

The reader thread iterates over each key-value pair in the map and prints it out. Here’s the code:

public class ReaderThread extends Thread {

      private ConcurrentHashMap< Integer, String > map;

      private String name;

      public ReaderThread(ConcurrentHashMap< Integer, String > map, String threadName) {

            this.map = map;

[this.name](http://this.name/) = threadName;

      }

      public void run() {

            while (true) {

                  ConcurrentHashMap.KeySetView< Integer, String > keySetView = map.keySet();

                  Iterator< Integer > iterator = keySetView.iterator();

                  long time = System.currentTimeMillis();

                  String output = time + ": " + name + ": ";

                  while (iterator.hasNext()) {

                        Integer key = iterator.next();

                        String value = map.get(key);

                        output += key + "=>" + value + "; ";

                  }

                  System.out.println(output);

                  try {

                        Thread.sleep(300);

                  } catch (InterruptedException ex) {

                        ex.printStackTrace();

                  }

            }

      }

}

And the main program creates and starts 2 writer threads and 5 reader threads to work concurrently on a shared instance of a ConcurrentHashMap. Here’s the code:

public class ConcurrentHashMapExamples {

      public static void main(String[] args) {

            ConcurrentHashMap< Integer, String > map = new ConcurrentHashMap< >();

            new WriterThread(map, "Writer-1", 1).start();

            new WriterThread(map, "Writer-2", 2).start();

            for (int i = 1; i <= 5; i++) {

                  new ReaderThread(map, "Reader-" + i).start();

            }

      }

}

This program runs forever because all threads run an infinite loop, so you need to press Ctrl + C to stop the program and observe the output. The reader threads let you know that the mp is constantly updated by the writer threads. Here’s a screenshot captured when running the above program on Windows:  
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**\* Differences between ConcurrentHashMap and HashMap, Hashtable and synchronizedMap:**

HashMap is a non-threadsafe Map which should not be used by multiple threads.

Hashtable is a thread-safe Map that allows only one thread to execute a read/update operation at a time.

synchronizedMap is a thread-safe wrapper on a Map implementation. It is generated by the Collections.synchronizedMap(Map)  factory method. A synchronizedMap also allows only a single thread to work on the map at a time.

And ConcurrentHashMap is a thread-safe Map with greater flexibility and higher scalability as it uses a special locking mechanism that enables multiple threads to read/update the map concurrently.

Therefore, you can use ConcurrentHashMap to replace HashMap/Hastable/synchronizedMap for concurrency needs without locking the whole map.

I hope with this understanding, you will be able to decide when, where and how to use a ConcurrentHashMap.